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Abstract 

 
Software testing is an important phase as it ensures the software quality. The software testing 
process comprises of three steps: generation, execution, and evaluation of test cases. Literature 
claims the usage of single and multiple 'Unified Modeling Language' (UML) diagrams to 
generate test cases. Using multiple UML diagrams increases test case coverage. However, the 
existing approaches show limitations in test case generation from UML diagrams. Therefore, 
in this research study, we propose an approach to generate the test cases using UML State 
Chart Diagram (SCD), Activity Diagram (AD), and Sequence Diagram (SD). The proposed 
approach transforms UML diagrams into intermediate forms: SCD Graph, AD Graph, and SD 
Graph respectively. Furthermore, by integrating these three graphs, a System Testing Graph 
(STG) is formed. Finally, test cases are identified from STG by using a traversal algorithm 
such as Depth First Search (DFS) that is an optimization method. The results show that the 
proposed approach is better compared to existing approaches in terms of coverage and 
performance. Moreover, the generated test cases have the ability to detect faults at the unit 
level, integration, and system level testing. 
 
 
Keywords:  Activity Diagram, State Chart Diagram, Sequence Diagram, System Testing 
Graph, Model Based Testing, Test Case Generation.    
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1. Introduction 

Software testing is an essential phase in Software Development Life Cycle (SDLC) [1].  It is 
the process of executing a program on a set of well-designed tests with the intent of discovering 
error [2]. It aims to identify flaws, bugs, defects and errors in the program. To assess the real 
results and compare them with the required and expected results, it needs to run a program 
with a number of test suites. A software product quality is based on how in-depth it is tested. 
Software testing is also used to test the product for other quality factors like security, efficiency, 
usability, maintainability, integrity, portability, compatibility and reliability [3]. It starts from 
the initial phase and continues throughout the SDLC to reduce cost, time and defects. The 
main objectives of software testing include; identifying bugs, suggesting changes and 
modification, checking behavior according to the specification and to ensure quality [4]. 
   It is reported in the literature that a huge budget (50%) of SDLC is spent on testing [5] [6].  
A drastic increase in the usage of a computer application enhances the size of a software 
system and makes it more complex, that’s why testing becomes more error-prone step in 
software development process.  Many applications are safety critical, so reliability is important. 
In other words, a quality application is required to meet high reliability. The most common 
and important methodology from existing techniques is followed to increase reliability. 
Therefore, software testing is an important part of software quality assurance (SQA) in SDLC.  
   The testing process is primarily divided into three phases i.e. generation, execution and 
evaluation [6]. Generation of test cases is found more problematic and error-prone step in the 
testing process [7]. Test case execution and evaluation are relatively easy to perform; therefore, 
most of the researchers focus on test cases generation (TCG). In literature, different methods 
have been used to generate test cases i.e. Scenario Based (SB), Code Based (CB) and Model 
Based (MB) testing [8]. In SB approaches, the source of test case generation is requirement 
specification, in CB it is the code and in MB approach uses the system models.  Among these 
methods, MB is effective and efficient than CB because it includes both source code and 
specification [7].  Models are built by using requirement specification and are helpful to 
generate source code. The model captures the important information from the specification 
which is the base for implementation. MB has the ability to identify such type of errors which 
are not easily identified by CB. There are many advantages of MB i.e. it is easy to understand, 
reduces the testing time, focuses on specification coverage, and enables the early identification 
of faults and independence from implementation. 

Therefore, an MB approach to generate test cases has the advantage of applying testing 
processes throughout the SDLC and widely used for TCG because it requires less testing time 
and effort [9]. In MB approach, various system models are used to generate test cases such as 
Unified Modeling Language (UML), Data Flow Diagram (DFD), Graph Transformation 
System (GTS), Entity Relationship Diagram (ERD) and Abstract State Machine (ASM) [7].  

The Object Management Group (OMG) standard is widely used in software system industry 
[10]. It became an industrial de-facto standard for visualization [7]. UML language is used to 
design, construct, artifact and modify system specifications [11]. It is a standard language for 
modeling software blueprints. It designs both static and dynamic view of the system and shows 
different aspects [5]. Different types of models are widely used in industry. All aspects of a 
system are not covered by a single model, so UML defines numerous type of diagrams for 
possible aspects of the system [3].  With the wide acceptance of UML in the software industry, 
researchers started investigating how UML-based model is useful for testing? To find the 
answer, a number of software testing techniques have been proposed based on UML models.   
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Of late, TCG from UML models such as SCD, AD and SD has received attention from 
researchers.  As discussed in [12], a collaboration diagram represents the dynamic behavior of 
objects unlike other diagrams. It is found that generation of test cases using individual 
diagrams has certain problems. As reported in [13] that generated test cases based on SCD 
only deal with the testing of a single object of the class. In the case of a complex system where 
multiple objects interact for the required system’s behavior, the existing technique is 
inadequate. Test cases generated from AD reported in [5] [10] [14] do not give any state 
information. Therefore, the state of the object remains unknown during execution. A system 
behaves differently to same input according to its state. So information of state and object 
interaction is necessary for effective TCG. TCG from SD only address the interaction faults 
[15] [16].  To overcome these issues, researchers have proposed approaches based on 
combinational UML models. Authors in [6] claim that by merging multiple UML model 
coverage of test cases increased and helped to detect more faults. 
Contribution of this study is as follows:  

In this study, we proposed an approach to generate test cases using combinational UML 
model i.e. SCD, AD and SD. The first step is to transform SCD, AD and SD into an 
intermediate form State Chart Diagram Graph (SCDG), Activity Diagram Graph (ADG) and 
Sequence Diagram Graph (SDG), respectively. The second step is to merge the SCDG, ADG, 
and SDG to create a combined graph called System Testing Graph (STG). In the third step, a 
traversal algorithm Depth First Search (DFS) method is used to construct test paths by 
traversing STG. Finally, the optimized test paths are generated. A tool is developed to 
demonstrate the proposed methodology. The proposed approach is evaluated on two key cases: 
“ATM card validation” and “library book issue”. 

The rest of paper is organized as follows: 
Section 2 briefly describes the basic concepts of testing, Section 3 presents an overview of the 
related work on software testing and test case generation. Section 4 presents our proposed 
approach followed by experimental results and finally in section 5. Section 6 concludes and 
summarizes the main points of the study. 

2. Basic Concepts 
In this section, we describe different concepts and terminology that we used in rest of paper. 

2.1 Activity Diagram 
 The AD is a UML diagram that explains a process in a system. It is mostly useful for 
demonstrating the flow of activities within a system, software process and business process. 
The AD is a visual representation to depict the dynamic behavior of a specific task. It is often 
used in the initial phases of software development to visualize and understand the steps and 
actions involved in a particular process. It achieves this by modeling the flow of control from 
one activity to another activity [17] [18]. In accumulation to defining the sequence of activities, 
an AD also captures the representation of data interactions within the system, providing a 
comprehensive visualization of both the process flow and the inherent data modeling. 

2.2 State Chart Diagram 
A SCD is a type of UML diagram that is aimed to visualize the dynamic behavior of a system 
in response to external stimuli. A SCD shows different states of an object or a system and the 
transitions between these states. They are mainly useful for capturing the life cycle of an object 
or the behavior of a system over time. 
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SCDs are beneficial for modeling the behavior of complex systems that can be in different 
states and transition between them based on events and conditions. They provide a visual 
representation of the system's behavior over time. 
A SCD is a graphical tool that demonstrates the lifecycle of an object, portraying its various 
states and transitions to expressive the vibrant behavior of a software system. This type of 
diagram is particularly beneficial for modeling objects that respond to external stimuli or 
specific events [18]. 

2.3 Sequence Diagram 
Sequence diagram (SD) captures the interaction between objects and order of interaction [3]. 
It is most common interaction diagram, which mainly focuses on the interaction between two 
objects through exchanging the messages in lifelines.   
The SD provides a sequential representation of interactions, a valuable instrument for 
understanding the flow of interaction among objects in a system. They are normally used 
during the design phase to capture and communicate the dynamic aspects of a system.  

2.4 Coverage Criteria 
Numerous approaches exist in literature to generate test cases based on UML models and these 
approaches have their own pros and cons. For the evaluation of these approaches, some 
evaluation parameters including intermediate representation, coverage criteria, and 
automation were identified in [19]. Coverage criteria are most commonly used parameter for 
evaluation. Various path coverage criterion are used for evaluation of the testing approaches 
such as message path coverage, activity coverage, path coverage, branch coverage and 
transition coverage. In this work, we used path coverage. A path shows a sequence of nodes 
from initial to leaf node while counting each node at least once. To calculate path coverage in 
percentage, we used the following formula  [15],   

nodes covered in path
total no. of nodes in Model

 × 100%  

3. Related Work 
Techniques to generate test cases can be categorized as sequence based testing (SBT), model-
based testing (MBT) and coverage base testing (CBT) [9]. Mainly test suites are structured 
from the source code [2]. The implementation phase started after the completion of the design 
phase of SDLC. So it’s challenging to generate test cases during an earlier phase of the SDLC. 
It is appropriate to generate test cases at early stages without time-consuming. The MB 
approach is more systematic and effective than CB [2]. A review of literature outlines that MB 
techniques are widely used because these techniques require less testing time and effort [7]. In 
MB, test cases are generated from different system models like UML, DFD, GTS and ERD 
etc. In literature, UML-based models are comprehensively used [7]. Many of existing studies 
are in favor of using TCG from UML diagrams. Numerous studies have been proposed 
approaches and methodologies for the TCG from UML models [3]-[6], [8], [20]-[21]. It has 
been found that studies use individual models and combination of models for TCG. 
In literature, it is also found that generation of test cases using individual diagrams has certain 
problems. As reported in [12] that test cases based on SCD only deal with the testing of a 
single object of the class. In the case of a complex system where multiple objects interact for 
required system behavior, and existing technique is inadequate. Test cases generated from AD 
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as reported in [5] [10] [22] do not give any state information. Therefore, the state of the object 
remains unknown during the execution of test cases. A system behaves differently to same 
input according to its state. So information of state and object interaction is necessary for the 
effective TCG. Test cases generated from SD only address the interaction faults [15] [16]. To 
overcome these issues researchers have proposed approaches based on combinational UML 
models. Authors of a study [6] claim that by merging multiple UML model coverage of test 
cases increased and helped to detect more faults. 

Studies [3] [8] [21] [23] [24] [25] used combination of UML models such as AD and SD to 
generate test cases. They transform UML models into an intermediate form known as a graph. 
Then integrate both graphs to generate a combined graph. After the generation of combine 
graph, they traverse it by using different traversing algorithms such as DFS and Breadth First 
Search (BFS). Different UML models have distinct abilities to detect the various type of faults. 
A research study [6] presented a technique to generate TC using combinational UML models 
i.e. SCD and SD. They convert models into intermediate form graph then integrate both graphs 
into single graph known as system testing graph. After that resultant graph traversed to identify 
test sequence known as test cases.  

A recent approach [26] is focused on combinational testing to generate TC. Authors in this 
study used SD for generating combinatorial test cases. Once the information has been created, 
the optimization algorithms are used to generate TC. As state-based testing has been known 
as a challenging task in software testing, authors in [12] proposed an approach using various 
coverage criteria derived from SCD. It has been observed from previous studies [27] that TC 
are generated by minimizing time and cost. However, the challenge is to use such techniques 
proposed from UML diagrams and consider the concurrent states for generating TC. 

Artificial intelligence (AI) models, such as machine learning techniques (MLT), have been 
widely used in the literature to perform complex tasks for improving software performance. A 
recent study [28] reports the use of MLT for TC reduction and TC prioritization. These 
techniques can be trained on data to learn the patterns and predict or decide about new data. 
However, the present study is being undertaken to propose a TCG strategy based on multiple 
diagrams, and recent advancements in AI cannot comprehend this task until sufficient data is 
available to train the models. 

4. Proposed Approach 
In this study, we have proposed an approach to generate test cases using combinational UML 
model i.e. SCD, AD and SD. There are four main steps in the proposed methodology. The first 
step is to transform SCD, AD and SD into an intermediate form: State Chart Diagram Graph 
(SCDG), Activity Diagram Graph (ADG) and Sequence Diagram Graph (SDG), respectively. 
The second step is to merge the SCDG, ADG, and SDG to create a combined graph called 
System Testing Graph (STG). In the third step, a traversal algorithm DFS method is used to 
generate test paths by traversing STG. Finally, the optimized test paths are generated. In the 
following section, we explain the proposed approach. 
 

4.1 Transformation into Intermediate Form   
The first part of the proposed methodology is the transformation of UML model into 
intermediate representation i.e. SCD, AD, and SD into SCDG, ADG, and SDG, respectively.  
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4.1.1 Transformation of SCD into SCDG   
In this part, we have clearly defined SCD and SCDG. After that, present a technique to 
transform SCD into SCDG. An SCD designs the dynamic behavior of a class in response to 
internal or external stimuli. Specifically, it describes the behavior of a single object in response 
to multiple events. 

4.1.2 Definition of SCDG   
The SCDG was used by [6], [23] and [29] is defined in Eq. (1) 

𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆 =  � �𝑁𝑁
𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆 

, �𝐸𝐸
𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆 

,  �𝐶𝐶
𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆 

 ,   𝑁𝑁𝑖𝑖  ,   𝑁𝑁𝑓𝑓 � 
          (1) 
 

 
∑𝑁𝑁𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆  is the set of nodes in SCD in which an object behaves same in response to 

stimuli, ∑𝐸𝐸𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆  is the set of all transitions shows that change from one node to another, 
whereas,  ∑𝐶𝐶𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆  is the set of conditions that enables the belonging transition to lead a 
different transition. The initial node, 𝑁𝑁𝑖𝑖, shows the initial state of all objects while 𝑁𝑁𝑓𝑓  is the 
final node that shows end of the object existence.  

Next, we examine the transformation technique of SCD into SCDG. Each state in SCD 
is mapped as a node and an edge from node 𝑁𝑁𝑖𝑖 to 𝑁𝑁𝑗𝑗 is used to show sequential dependency 
of 𝑁𝑁𝑖𝑖 on 𝑁𝑁𝑗𝑗 . Fig. 1 shows the SCD for ATM card validation transaction and its corresponding 
SCDG is represented in Fig. 2. 

 

 
Fig. 1. State chart diagram for ATM 
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Fig. 2. State chart diagram graph 

 

4.1.3 Transformation of AD into ADG   
After defining AD and ADG at the start of this part, we have discussed the approach to covert 
AD into ADG. An AD is used to design flow-of-control from one activity to another activity. 
An activity can be defined as the operation of the system.  

4.1.4 Definition of ADG   
The ADG was used by [6] and [21] is defined in Eq. (2) 

𝐴𝐴𝐴𝐴𝐴𝐴 =  � �𝑁𝑁
𝐴𝐴𝐴𝐴𝐴𝐴 

, �𝐸𝐸
𝐴𝐴𝐴𝐴𝐴𝐴 

,  �𝐶𝐶
𝐴𝐴𝐴𝐴𝐴𝐴 

 ,   𝑁𝑁𝑖𝑖  ,   𝑁𝑁𝑓𝑓 � 
               (2) 
 

 ∑𝑁𝑁𝐴𝐴𝐴𝐴𝐴𝐴  is a set of all activity states, ∑𝐸𝐸𝐴𝐴𝐴𝐴𝐴𝐴  is a set of all transitions between two 
states and  ∑𝐶𝐶𝐴𝐴𝐴𝐴𝐴𝐴  is a set of all conditions, whereas, Ci is corresponding transition 𝐸𝐸𝑖𝑖 that 
leads to the next transition.  𝑁𝑁𝑖𝑖 ∈  ∑𝑁𝑁𝐴𝐴𝐴𝐴𝐴𝐴  represents the initial activity state while  𝑁𝑁𝑓𝑓 ∈
 ∑𝑁𝑁𝐴𝐴𝐴𝐴𝐴𝐴   represents the final activity state.  

Here, we explain the conversion of AD into ADG. Each activity in AD is mapped as 
a node and an edge between two nodes shows the sequential dependency between them. Fig. 
3 show the AD for card validation scenario of ATM and ADG as represented in Fig. 4. 
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Fig. 3. Activity diagram for ATM 

 

 

Fig. 4. Activity diagram graph 

 

4.1.5 Transformation of SD into SDG   
After defining SD and SDG at the start of this part, we have discussed the approach to 
transform SD into SDG. A sequence diagram is used to design interaction between two objects 
and order of interaction. 
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4.1.6 Definition of SDG   
The SDG was used by [6] and [23] is defined in Eq. (3)  
 

𝑆𝑆𝑆𝑆𝑆𝑆 =  � �𝑁𝑁
𝑆𝑆𝑆𝑆𝑆𝑆 

, �𝐸𝐸
𝑆𝑆𝑆𝑆𝑆𝑆 

 ,   𝑁𝑁𝑖𝑖  ,   𝑁𝑁𝑓𝑓 � 

 

(3) 
                 

Where,  ∑𝑁𝑁𝑆𝑆𝑆𝑆𝑆𝑆   is the set of nodes showing numerous states in a scenario while  
∑𝐸𝐸𝑆𝑆𝑆𝑆𝑆𝑆  is the set of all edges showing transition between various states. 𝑁𝑁𝑖𝑖 is the initial node 
expressing the first state, whereas, 𝑁𝑁𝑓𝑓   is final node which represent final state of an object.  
In order to devise a method, we specify a scenario as follows:  

𝑆𝑆𝑆𝑆𝑆𝑆 = < 𝑆𝑆𝑆𝑆𝑆𝑆 𝐼𝐼𝐼𝐼 ; 𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆 ;𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀 ; 𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆 𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈⁄ > 
Where  𝑆𝑆𝑆𝑆𝑆𝑆 𝐼𝐼𝐼𝐼   (scenario identity) is an identity number used for each scenario, 

𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆 is the beginning point of each scenario or starting state of a scenario. Similarly, 
𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀𝑀 represent all events that take place in a scenario while 
𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆 𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈𝑈⁄  is a state that conveys final output of a system. The success of 
the system totally depends upon a user selection.  
An event in a scenario can be defined as: 

𝐸𝐸𝐸𝐸𝐸𝐸𝐸𝐸𝐸𝐸 = < 𝑚𝑚𝑚𝑚𝑚𝑚 𝐼𝐼𝐼𝐼 ;𝑓𝑓𝑓𝑓𝑓𝑓𝑓𝑓 𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂 ; 𝑡𝑡𝑡𝑡 𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂 ;  [/𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶]  > 
Where 𝑚𝑚𝑚𝑚𝑚𝑚 𝐼𝐼𝐼𝐼 is a unique identity number which is assign to every message to represent 

its identity, 𝑓𝑓𝑓𝑓𝑓𝑓𝑓𝑓 𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂 belongs to an object that has sent a message, 𝑡𝑡𝑡𝑡 𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂𝑂 represents 
the object that receives a message. 𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶𝐶 represents the condition/s having concern to 
an event occurrence. An event that has an iterative process specify through a steric (*). 

Fig. 5 present the SD of ATM card validation, Fig. 6 shows the various scenarios in SD and 
corresponding SDG as presented in Fig. 7. 
 

 

Fig. 5. Sequence diagram for ATM 
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Fig. 6. Scenario Triplet 

 

 

Fig. 7. Sequence diagram graph 
 

4.2 Integrating SCDG, SDG, and SDG into STG 
Subsequent to generating SCDG, ADG, and SDG, the three graphs are merged as presented in 
Fig. 2, Fig. 4 and Fig. 7 into a system testing graph, which is a combined graph. 

4.2.1 Definition of STG   
The STG is defined in Eq. (4) 
 

𝑆𝑆𝑆𝑆𝑆𝑆 =  � �𝑁𝑁
𝑆𝑆𝑆𝑆𝑆𝑆 

, �𝐸𝐸
𝑆𝑆𝑆𝑆𝑆𝑆 

 ,   𝑁𝑁𝑖𝑖  ,   𝑁𝑁𝑓𝑓 � 
(4) 
 
 

 Where,  ∑𝑁𝑁𝑆𝑆𝑆𝑆𝑆𝑆 =  � ∑𝑁𝑁𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆 �  ∪  � ∑𝑁𝑁𝐴𝐴𝐴𝐴𝐴𝐴 �  ∪  � ∑𝑁𝑁𝑆𝑆𝑆𝑆𝑆𝑆 �  is a set of all states of SCD, 
AD and SD while,  ∑𝐸𝐸𝑆𝑆𝑆𝑆𝑆𝑆 is a set of all transition between different states of SCD, AD and 
SD. 𝑁𝑁𝑖𝑖 is Starting node of SCDG whereas, the final set of nodes of STG is 𝑁𝑁𝑓𝑓 .  
 For integration of three graphs as per definition of STG, we proposed an algorithm. Fig. 8 
shows the STG after combining three graphs SCDG, ADG, and SDG. Detailed description of 
merging graphs is explained in Algorithm 1.  
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Fig. 8. System testing graph 

4.2.2 Algorithm   
An algorithm is proposed from merging three graphs. It starts traversing from SCDG graph. 
While traversing a graph whenever a conditional node occurs with the multiple paths, it draws 
an edge from that node to next graph a flow such as; SCDG to ADG, ADG to SDG and SDG 
to SCDG. It repeated till all vertices of three graphs are visited. 

4.2.3 Algorithm 1: Generate STG 
       Input: SCDG, ADG, and SDG. 
       Output: STG. 

1. 𝑃𝑃1 =  𝑁𝑁𝑆𝑆𝑆𝑆𝑆𝑆𝑆𝑆 // current node of SCDG. 
2. 𝑃𝑃2 =  𝑁𝑁𝐴𝐴𝐴𝐴𝐴𝐴  // current node of ADG. 
3. 𝑃𝑃3 =  𝑁𝑁𝑆𝑆𝑆𝑆𝑆𝑆  // current node of SDG. 
4. 𝑀𝑀𝐺𝐺 =  𝑁𝑁𝑚𝑚 // current node of merged graph. 
5. 𝑚𝑚𝑚𝑚𝑚𝑚𝑚𝑚𝑚𝑚 ( 𝑃𝑃1,  𝑃𝑃2, 𝑃𝑃3,  𝑀𝑀𝐺𝐺  ) 

a. While  𝑷𝑷𝟏𝟏 ! null 
i. If  𝑃𝑃1 ! child 𝑀𝑀𝐺𝐺    

1. Add node in child of merged graph. 
2. 𝑀𝑀𝐺𝐺 =  𝑃𝑃1 

ii. End if 
iii. If  𝑃𝑃1 ! conditional node 

1. 𝑃𝑃1 = child of 𝑃𝑃1  
2. Repeat step i 

iv. Else  
1. Break the loop 

v. End if 
b. End while. 
c. While  𝑷𝑷𝟐𝟐 ! null 
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i. If   𝑃𝑃2 ! child 𝑀𝑀𝐺𝐺    
1. Add node to the child of a merged graph.𝑀𝑀𝐺𝐺 =  𝑃𝑃2  

ii. End if 
iii. If  𝑃𝑃2 ! conditional node 

1. 𝑃𝑃2 = child of 𝑃𝑃2  
2. Repeat step i 

iv. Else  
1. Break the loop 

v. End if  
d. End while. 
e. While  𝑷𝑷𝟑𝟑 ! null 

i. If  𝑃𝑃3 ! child 𝑀𝑀𝐺𝐺   
1. Add node to the child of a merged graph. 
2. 𝑀𝑀𝐺𝐺 =  𝑃𝑃3 

ii. End if 
iii. If  𝑃𝑃3 ! conditional node 

1. 𝑃𝑃3 = child of 𝑃𝑃3  
2. Repeat step i 

iv. Else  
1. Break the loop 

v. End if 
f. End while. 

6. End merge 
7. If 𝑃𝑃1, 𝑃𝑃2 and 𝑃𝑃3 have conditional node 

a. Repeat step 5 for each path.  

4.3 Test Case Generation 
In the third part of the proposed methodology, all paths of STG from start node to leaf node 
are enumerated. Our approach traverses STG using traversal algorithm depth-first search (DFS) 
method that guarantees all possible vertices are visited. All possible test paths STG are 
depicted in Fig. 9. 
 

 

Fig. 9. Lists of possible test paths 
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 Each path of STG considers as a test case. TCG process is discussed in Algorithm 2. 

4.3.1 Algorithm 2: Test Case Generation  
       Input: STG  
       Output: Test suit (T) 

1. Detect all possible paths 𝑃𝑃 = { {𝑃𝑃1},  {𝑃𝑃2},  {𝑃𝑃3}, … … , {𝑃𝑃𝑛𝑛} }  
//from starting node to leaf node in the STG 

2. For every path  𝑃𝑃𝑖𝑖 ∈ 𝑃𝑃  do 
a. 𝑁𝑁𝑗𝑗 =  𝑁𝑁𝑥𝑥 // current node; initialize with start node. 
b. 𝑡𝑡𝑖𝑖  ←  ∅ // for path 𝑃𝑃𝑖𝑖 initially test case is empty 
c. Do 

i. If 𝑁𝑁𝑗𝑗 = State node 
1. Select T 
2. t = {𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝 ,   𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝} 

ii. End if 
iii. If 𝑁𝑁𝑗𝑗 = Activity node 

1. t = {testing step} 
iv. End if 
v. If 𝑁𝑁𝑗𝑗 = Sequence node  

1. t = {𝐼𝐼 (𝑎𝑎1,𝑎𝑎2,𝑎𝑎3, … ,𝑎𝑎𝑛𝑛) , 𝑂𝑂(𝑑𝑑1,𝑑𝑑2,𝑑𝑑3, … ,𝑑𝑑𝑚𝑚) } 
where,  
𝐼𝐼 (𝑎𝑎1,𝑎𝑎2,𝑎𝑎3, … ,𝑎𝑎𝑛𝑛) = set of all inputs for method m (…) 
𝑂𝑂 (𝑑𝑑1,𝑑𝑑2,𝑑𝑑3, … ,𝑑𝑑𝑚𝑚) = set of all resultant values when m (…) is 
executed. 

vi. End if  
vii. 𝑡𝑡𝑖𝑖 =  𝑡𝑡𝑖𝑖 ∪ 𝑡𝑡  // add t into test set. 

viii. 𝑁𝑁𝑗𝑗 =  𝑁𝑁𝑘𝑘 // the next node of path 𝑃𝑃𝑖𝑖 . 
ix. 𝑇𝑇 = 𝑇𝑇 ∪ 𝑡𝑡𝑖𝑖  

d. While �𝑁𝑁𝑗𝑗 ≠ 𝑁𝑁𝑧𝑧� // 𝑁𝑁𝑧𝑧 is final node of path 𝑃𝑃𝑖𝑖 . 
e. End while 
f. Determine the final output, input, post C and pre-C of scenario. 
g.  𝑡𝑡 = {𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑖𝑖  , 𝐼𝐼𝑖𝑖 ,  𝑂𝑂𝑖𝑖 ,  𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑖𝑖} 
h.  𝑇𝑇 ← 𝑇𝑇 ∪ 𝑡𝑡   

3. End for 
4. Return (T) 
5. Stop  

 TCG algorithm starts from determining all possible paths in the STG. Steps 5 to 14 
identify numerous pre-conditions, inputs, output and post condition for every path. Step 2 to 
15 is repeated for all paths. And finally, step 16 gives us test cases. 

4.4 Test Case Optimization 
Test case optimization is important to reduce time and cost. It reduces the size of test case 
without effecting quality factor. Those test cases are considered in the testing process, which 
are appropriate to the specified coverage.  An optimized concept is a selection of best test case 
for test case execution. In optimization, test case reduction can be performed in two ways 
either at the time of TCG or after the TCG [4].  In this research, test case reduction is done at 
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the time of TCG. We reduce all redundant test suites at the time of integrating graphs into 
system testing graph. We also used a heuristic algorithm graph traversal DFS technique for 
optimization. It traverses graph in depth and identifies maximum coverage path. 

5. Experimental Result and Discussion  
In this section, the results of our approach are compared with the existing proposed approach 
to show that how effectively optimal test cases are generated with the maximum coverage. We 
have to implement  the methods proposed in [6], [23] on two examples i.e. ATM card 
validation and library book issue to demonstrate results. In literature, most researchers 
demonstrated their approach through the example of ATM card validation. It is a well-known 
example to all; therefore, we also use it for the evaluation of our approach. 

5.1 ATM Card Validation   
The results of calculated path coverage of ATM card validation example are shown in Fig. 10 
and Fig. 11. 
 

 
 

Fig. 10. Comparative analysis of ATM card validation 
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Fig. 11.  Mean path coverage of ATM card validation 

5.2 Library Book Issue   
Calculated path coverage of Library book issue example is shown in Fig. 12 and Fig. 13. 
 

 
 

Fig. 12. Comparative analysis of library book issue 
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Fig. 13. Mean path coverage of library book issue 

 
The results depicted in Fig. 10, Fig. 11, Fig. 12 and Fig. 13 show that our approach is superior 
in path coverage as compared to existing approaches. Through the comparative analysis 
containing three approaches (two existing and one proposed in this research study) were 
implanted by using above-mentioned examples to justify the proposed approach.  
Meaningfully, the outcomes expose a significant improvement in path coverage with the 
combination of an additional UML diagram in the perspective of ATM card validation. The 
path coverage increased from 50% to 73%, while the mean coverage increased from 42% to 
63% within the same case study. This considerable improvement underscores the efficiency 
of our approach in enhancing the carefulness of testing scenarios. 
For the second case of Library Book issue, our approach sustained to surpasses the existing 
methods. The path coverage experienced a significant boost from 50% to an inspiring 75%. 
Furthermore, the mean coverage in the library book issue case increased from 38% to 46%. 
These results strengthen the superiority of our approach, representing its capacity to 
consistently attain more broad coverage in various scenarios. 
In brief, the comparative results explicitly support the claim that our approach is preferred 
when compared with the existing methodologies. The combination of UML diagrams seems 
to be a key contributing aspect, considerably enhancing both path and mean coverage in 
various testing scenarios. These outcomes emphasize the potential impact of our approach on 
improving the efficiency of path coverage in software testing. 

6. Conclusion and Future Work 
In this paper, we have proposed an approach to generate optimal test cases with the maximum 
coverage. The proposed approach model-based enables us to generate test case. Three UML 
diagrams i.e. SCD, AD and SD were used to generate test cases from the proposed model. The 
proposed approach transformed UML diagrams into intermediate form by generating three 
graphs. A system testing graph was generated by integrating these three graphs. This paper 
used the depth first method to generate optimized test cases. By integrating three UML models, 
it covers the maximum test cases. Moreover, test cases generated from the approach resolve a 
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problem like integration, scenario, pre-post and operational. To evaluate the proposed 
approach we used two key cases such as “ATM card validation” and “library book issue”. 
Results depict that the proposed approach has maximum coverage and optimal results. In 
future works, we would formalize and verify the proposed approach on other cases to examine 
its generalization in real world cases of software systems.  
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