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Abstract

Due to the rapid performance improvement of smartphones, multitasking on mobile platforms has become 

an essential feature. Unlike traditional desktop or server environments, mobile applications are mostly 

interactive jobs where response time is important, and some applications are classified as real-time jobs with 

deadlines. When interactive and real-time jobs run concurrently, memory allocation between multitasking 

applications is a challenging issue as they have different time requirements. In this paper, we study how to 

allocate memory space when real-time and interactive jobs are simultaneously executed in a smartphone to

meet the multitasking requirements between heterogeneous jobs. Specifically, we analyze the memory size 

required to satisfy the constraints of real-time jobs and present a new model for allocating memory space 

between heterogeneous multitasking jobs. Trace-driven simulations show that the proposed model provides 

reasonable performance for interactive jobs while guaranteeing the requirement of real-time jobs.
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1. Introduction

Mobile platforms such as Android basically support multitasking functions as they adopt the Linux kernel 

at the bottom of the software architecture [1, 2]. However, in the early days of Android, only one foreground 

application that occupied the screen was activated except for some specific functions such as playing music or 

downloading files. This is because the screen of a smartphone device is small, so it is difficult to show multiple 

applications at the same time. Also, there are restrictions in realizing complete multitasking features as the 

smartphone’s memory capacity is limited and virtual memory swapping is not supported.

However, due to the rapid performance improvement of smartphones, multitasking on mobile platforms has 

become a necessity. The latest Android reference phone, the Pixel 6 pro, has 12GB of memory and 8 CPU 

cores, which is sufficient for multitasking [3]. Virtual memory swapping can also be activated by making use 

of fast storage media like OptaneTM [4, 5]. Smartphone screens have also become large enough with the advent 

of foldable functions, allowing multiple applications to be displayed on one screen. This situation clearly shows 

that smartphones are increasingly moving towards multitasking devices.
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Meanwhile, unlike conventional desktop and server applications, smartphone applications are mostly 

interactive jobs where response time is important, and some applications are classified as real-time jobs with 

deadlines [6]. In general-purpose systems like desktops and servers, batch jobs that do not need prompt results 

coexist with interactive jobs that must respond immediately to user input. Thus, it is possible to efficiently 

schedule the two different types of jobs by appropriately assigning priorities. However, in the smartphone 

environment, most of the jobs have time constraints, so a mechanism that can manage latency well during 

multitasking is needed. When interactive and real-time jobs run concurrently, CPU scheduling and memory 

allocation are the two significant issues. In CPU scheduling, basic issues can be resolved by allocating 

dedicated cores for real-time jobs as the number of cores increases in modern smartphone systems [7]. 

However, in memory allocation, as time progresses after booting, the number of multitasking applications 

consistently increases, and free memory space is finally exhausted [8].

  In this paper, we study how to allocate memory space when real-time and interactive jobs are 

simultaneously executed in a smartphone to meet the requirements of multitasking between heterogeneous 

jobs. Currently, in most smartphone environments such as Android, all jobs in the system compete for memory 

allocation without special considerations for real-time jobs. However, such a method results in deadline misses 

of real-time jobs seriously as the number of multitasking applications increases [9].

In order to resolve this issue, this paper analyzes and models the memory size required to satisfy the time 

constraints of real-time jobs, and presents a novel method for allocating memory space between multitasking 

jobs. To do so, this paper extracts storage access traces of different applications and validates the effectiveness 

of the proposed model through trace-driven simulations. Specifically, we compare our model with the real-

time OS method, where the entire footprint of real-time jobs resides in memory and the general-purpose OS 

method, which uses global memory allocation without special cares for real-time jobs. As a result of our

experiment, we show that the proposed model provides reasonable performance for interactive jobs while 

guaranteeing the time constraints of real-time jobs. In contrast, the real-time OS method degrades the memory 

hit ratio of interactive jobs significantly, and the general-purpose OS method could not guarantee the time 

constraints of real-time jobs.

2. Modeling and Memory Allocation for Real-time Jobs

In order to meet the deadlines of real-time jobs, it is important to ensure that all required data to be accessed

are loaded into memory before they are actually used. This implies that it is necessary to allocate enough 

memory space to accommodate the current working set of real-time jobs in memory [10]. For example, when

a multimedia player is executed, if the requested data needs to be read from the storage frequently due to lack 

of memory, it will be difficult to play the video seamlessly. In contrast, if necessary data can be read into 

memory in advance, the problem can be resolved. 

In traditional embedded systems dedicated to some fixed real-time jobs, sufficient memory space to 

accommodate the entire data necessary for the jobs is equipped so that storage access does not occur during 

the executions [11]. However, this is difficult to apply in smartphone environments where various kinds of 

jobs that are not pre-determined are executed at any time. As the memory capacity increases, the storage access 

of the workload decreases, leading to performance improvements. When the memory capacity reaches a certain 

level, the improvement decreases, and at some point, storage access can no longer be reduced even if more

memory space is provided. It is known that this can be modeled as an exponential function with two control 

parameters [12]. The control parameters of this modeling function are varied according to the popularity bias 

of the workload’s data. In this paper, we precisely determine the model parameters depending on the 
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characteristics of real-time jobs to be executed, so that the memory hit ratio for the given memory capacity

and workloads can be predicted well.

In order to fully meet the time requirement of real-time jobs, storage accesses should be completely 

eliminated during their executions. This requires the memory capacity to load the entire footprint of real-time 

jobs at the same time, which wastes excessive memory capacity in multitasking environments. To cope with 

this situation, this paper sets a desired memory hit ratio for real-time jobs to be executed and a memory size 

that can satisfy this ratio is allocated. In reality, for soft real-time jobs like video playback executed on 

smartphones, a small percentage of deadline misses can be allowed, and thus our approach is a realistic solution 

in practical systems. 

Fig. 1 shows the estimated memory performance of real-time jobs as the allocated memory size is varied in 

the proposed model. The red curve shows the memory hit ratio according to the allocated memory size relative 

to the workload’s footprint. As shown in Figs. 1(a) and 1(b), the slope of the curve appears differently 

according to the access bias of real-time job’s data. Suppose that the memory capacity allocated to the real-

time job is 50% and the memory hit ratio at that point is higher than the desired hit ratio as shown in Fig. 1(a)

(or lower than the desired hit ratio as shown in Fig. 1(b)). Then, the proposed model satisfies the demand of 

real-time jobs through decreasing (or increasing) the memory allocation by Ds as shown in Fig.1 (a) (or Fig. 

1(b)). 

Meanwhile, compared to traditional real-time systems that keep all footprints in memory for the entire 

duration of the real-time job’s execution, our approach allocates the minimum amount of memory space to 

satisfy the performance requirement of real-time jobs through periodic monitoring, thereby improving the 

efficiency of memory allocation in multitasking environments.

3. Performance Evaluations

In this section, we validate the performance of the proposed model through simulations with file I/O traces 

extracted while Android applications are executed. Six popular applications were used for trace extractions: 

video player, real-time messenger, video game, map application, email client, and social network. Although 

(a)                                                  (b)

Figure 1. Memory allocation method of the proposed model; (a) when the memory hit ratio is higher 

than the desired hit ratio, our model decreases the allocated memory size; (b) when the memory hit 

ratio is lower than the desired hit ratio, our model increases the allocated memory size.
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response time is important in all these applications, we classify them into two categories based on the existence 

of deadline requirements: video player, video game, and real-time messenger applications are classified as 

real-time jobs as they have deadlines, whereas map application, email client, and social network applications

are classified as non-real-time jobs as they do not have deadlines. Considering the characteristics of the current 

smartphone system where only one foreground application is activated at a time, we conduct multitasking 

(a) Hit ratio of the three methods when video game (left) and email client (right) run together.

(b) Hit ratio of the three methods when video player (left) and social network (right) run together.

(c) Hit ratio of the three methods when real-time messenger (left) and map app (right) run together.

Figure 2. Comparison of real-time OS, general-purpose OS, and the proposed model when 

multitasking of real-time app (left) and non-real-time app (right).
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experiments with two concurrent applications, one real-time application and one non-real-time application 

competing for memory space.

We developed a functional simulator that has the ability to evaluate the effectiveness of memory allocation 

methods with the exact memory and storage situations in a mobile device. We assume the Android reference 

device Pixel 6 pro to mimic multitasking situations, and decide the memory size for each situation based on 

the footprint of applications we simulate. Specifically, the simulator replays the collected traces and when the 

requested content is not in the memory, we simulate storage I/O activities. For NAND flash memory, we use 

the parameters of Samsung UFS 3.1, of which the read and write performances are 100,000 IOPS and 70,000 

IOPS for 4 KB, respectively. The size of a page is set to 4 KB as is typically used in Android and Linux. For 

comparison with the proposed memory allocation model, we further experiment traditional real-time OS in 

which the entire footprint of real-time jobs resides in memory and the general-purpose OS that competes for 

memory without considering the characteristics of real-time tasks.

Fig. 2 shows the memory hit ratio for real-time and non-real-time jobs according to the memory allocation 

strategies. Specifically, Figs. 2(a), 2(b), and 2(c) show the concurrent executions of video game and email 

client, video player and social network, and real-time messenger and map application, respectively. As shown 

in the figure, the proposed model guarantees the desired memory hit ratio for real-time jobs in all cases. In the 

traditional real-time OS method, the performance of the real-time job exhibits the best, but it reduces the 

memory allocation for non-real-time jobs excessively in order to accommodate the entire footprint of the real-

time job in memory. As a result, the memory hit ratio of non-real-time jobs is degraded significantly compared 

to the proposed model.

On the other hand, the general-purpose OS method could not guarantee the desired memory hit ratio of 

real-time jobs. This is because all kinds of applications compete for equal priority under general-purpose OS. 

As shown in the figure, there was not a large difference in the memory hit ratio between real-time and non-

real-time jobs in the general-purpose OS method, and as a result, the memory hit ratio for non-real-time jobs 

is significantly improved compared to the other two methods. When comparing our approach with general-

purpose OS, although the performance of non-real-time jobs is slightly better in general-purpose OS, our 

approach exhibits significantly better results for real-time jobs. This is important as the performance of real-

time jobs should be evaluated based on the satisfaction of their requirements such as the desired hit ratio.

4. Conclusions

This paper analyzed the requirements of multitasking between different kinds of applications in 

smartphones and presented a memory allocation model for real-time and non-real-time jobs. Smartphone 

platforms such as Android support multitasking but applications should compete for memory space without 

special consideration for real-time requirements, meeting the demands of real-time jobs difficult. In contrast, 

traditional real-time systems should equip enough memory space to accommodate the entire data needed, so 

that storage access does not occur during the execution of real-time jobs. We observed that this is difficult to 

utilize in smartphone platforms in which the number of applications executed concurrently cannot be known 

in advance. To cope with this situation, this paper presented a memory performance model that accurately 

estimates the memory hit ratio for the given memory size, and presented a memory allocation strategy for

multitasking workloads consisting of real-time and non-real-time jobs based on this model. Through trace-

driven simulations, we showed that the proposed model provides reasonable performance for non-real-time 

applications while ensuring the desired level of memory hit ratio for real-time applications.
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