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Abstract 
The paper introduces a model for evaluating and 

prioritizing mobile quality attributes and refactoring 
techniques through the examination of their effectiveness 
during the mobile application development process. The 
astonishing evolution of software and hardware has 
increased the demand for techniques and best practices to 
overcome the many challenges related to mobile devices, 
such as those concerning device storage, network 
bandwidth, and energy consumption. A number of studies 
have investigated the influence of refactoring, leading to the 
enhancement of mobile applications and the overcoming of 
code issues as well as hardware issues. Furthermore, rapid 
and continuous mobile developments make it necessary for 
teams to apply effective techniques to produce reliable 
mobile applications and reduce time to market. Thus, we 
investigated the influence of various refactoring techniques 
on mobile applications to understand their effectiveness in 
terms of quality attributes. First, we extracted the most 
important mobile refactoring techniques and a set of quality 
attributes from the literature. Then, mobile application 
developers from nine mobile application teams were 
recruited to evaluate and prioritize these quality attributes 
and refactoring techniques for their projects. A 
prioritization-based model is examined that integrates the 
lightweight multi-criteria decision making method, called 
the best-worst method, with the process of refactoring 
within mobile applications. The results prove the 
applicability and suitability of adopting the model for the 
mobile development process in order to expedite 
application production while using well-defined procedures 
to select the best refactoring techniques. Finally, a variety 
of quality attributes are shown to be influenced by the 
adoption of various refactoring techniques.  
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1.  Introduction 
 

Refactoring refers to the process of changing internal 
codestructure without affecting its external behaviour by 

improvingthe  code’s  design  [1]  [2].  Refactoring  is  
important  becauseof  the  rapid  evolution  of  software  
projects  where  there  is  anincreasing  need  to  enhance  
and  adapt  software  to  meet  newrequirements.  This rapid  
evolution  is resulting  in a  reductionin software quality; 
therefore, it is important to adopt a set ofrefactoring  
techniques  (RTs)  to  improve  the  internal  qualityof 
software and reduce system complexity [3] [4]. 
Additionalbenefits  of  refactoring  include  improving  the  
quality  of  adeveloper’s  productivity  through  the  
enhancement  of  codemaintainability and understandability 
[5]. 

Considering the role of mobile development, RTs can 
influence the performance of developed/enhanced mobile 
applications. As has been noted, “it is often unclear to 
software designers how to use refactoring methods to 
improve specific quality attributes” [6]. In order to 
successfully adopt the refactoring process, a number of 
activities should be performed, with team members first 
identifying which part of the software needs to be refactored 
and which RT should be applied [3]. Also, team members 
should assess the effect of refactoring on code quality while 
also maintaining consistency between all software artifacts 
after applying refactoring. Yet, there is no clear procedure 
regarding how to identify which code to refactor, nor which 
refactoring methods to adopt.  

The authors in [6] have proposed a classification of 
refactoring methods based on their measurable effect on 
software quality attributes (QAs). The main objective was 
to help software designers choose the appropriate RTs to 
improve the quality of a design. In line with these authors, 
our objective is to propose a model to identify the most 
important RTs when developing mobile applications, while 
preserving the performance and other quality factors during 
all refactoring activities. In this paper, a multi-criteria 
decision making (MCDM) method—namely, the best-worst 
method (BWM)—is adopted to help developers evaluate a 
set of RTs in terms of various QAs in order to maximize the 
benefits of refactoring in mobile applications. Thus, the 
main objectives of this paper are summarized as follows.  

 
1. Develop an efficient model for prioritizing the QAs and 

RTs in mobile applications.  
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2. Promote productivity and resolve conflicts among team 
members by adopting the mathematical optimization in 
the proposed model.  

3. Test and evaluate the proposed model in real mobile 
application projects.  
 

The remainder of this paper is structured as follows: 
Section 2 highlights the main studies that consider adopting 
RTs within mobile development to either overcome a 
challenge or enhance a QA. Section 3 justifies structuring 
the selection of RTs in mobile development as a MCDM 
problem and adopting the BWM to solve it. Section 4 
introduces the prioritization model and mathematically 
represent the problem. Section 5 summarizes the case study 
and its design, while the analysis and discussion of the 
conducted case study are presented in 6. Finally, sections 7 
and 8 present threats to the validity of the study and a 
conclusion, respectively.  
 
2.  LITERATURE REVIEW  
 

Omotunde et al. introduced a framework to minimize 
redundancy within the Android environment based on RTs 
[7]. The authors adopted an approach for minimizing test 
cases by identifying lazy class code smells depending on 
two factors: dependency and cohesion of the source code. 
They applied the inline class refactoring pattern within the 
Android development to remove the lazy class bad smell 
that might cause repetitive test cases. Direct attention 
thinking tools (DATT) were introduced in order to automate 
the refactoring practice within the development process 
before test case generation. The DATT framework includes 
four main steps, which are: designing detection rules for the 
lazy class, designing refactoring rules for the identified 
smell, implementing the identifying rules in DATT, and 
evaluation of the implementation [7]. The authors found 
that adopting code refactroing before test case generation 
minimized the test cases by 33.3%; in addition, testing costs 
and effort can be minimized by removing the bad smells 
from the code prior the creation of test cases [7].  

Cruz and Abreu investigated the benefits that automated 
refactoring could offer to mobile development that help 
development teams to create energy-efficient applications 
[8]. The authors introduced a tool called Leafactor, which 
was able to apply automated refactoring on five energy code 
smells: View Holder, Draw Allocation, Wake Lock, 
Recycle and ObsoleteLayoutParam. In addition, code 
smells in 140 open-source applications gathered from F-
droid were analyzed using the Leafactor tool. Their 
investigation yielded an aggregate of 222 refactorings in 45 
applications.  

Wongpiang and Muenchaisri introduced a method for 
choosing the sequence of refactoring patterns used for code 
altering dependent on the Greedy Algorithm [9]. This 
approach was applied in order to distinguish the optimized 

refactoring pattern sequence from the conceivable 
refactoring patterns. Thus, to compute the system 
maintainability for each refactoring strategy, they focused 
on three measurements: lack of cohesion in method 
(LCOM), weighted method per class (WMC), and coupling 
between objects (CBO) [9].  

Zhao and Hayes conducted two case studies in order to 
research a method that determines which classes and 
packages should be refactored as per different measures, 
such as code size, complexity, and coupling [10]. Utilizing 
a measure-driven refactoring decision, the authors 
introduced a rank-based software in order to strengthen the 
developers’ decisions about how to handle resources when 
practicing refactoring [10].  

Palomba et al. studied the impact of code smells on the 
energy consumption of Android mobile applications [11]. 
The authors conducted a large-scale empirical investigation 
on the impact of nine Android-particular code smells on the 
energy utilization of 60 Android applications. The authors 
focused on the design defects that are expected to be 
identified with the non-functional characteristics of base 
code. Moreover, in order to detect bad code smells, 
Palomba et al. developed a detector called aDoctor that can 
extricate basic properties from the base code of Android 
mobile applications in order to identify code smells such as 
Leaking Thread, Inefficient Data Structure, and Durable 
Wakelock [11]. The investigation found that methods 
influenced by some code smells used up to 87 times more 
than methods influenced by other code smell types, and it 
introduced the refactoring practice as a way to decrease 
energy utilization in all circumstances.  

Va ́squez et al. used the DECOR framework to look for 
occurrences of 18 object-oriented anti-patterns in mobile 
applications [12]. The objective of this investigation was to 
determine if a relationship exists between the appearance of 
bad smells and quality-related measurements, as well as 
between application categories and the appearance of bad 
smells in Java mobile applications. Through an 
investigation of 1343 Java mobile applications that reside 
within 13 domains, the authors indicated that code smells 
have a negative influence on the fault-proneness of mobile 
applications. Furthermore, they noticed that several code 
smells were more related to particular applications 
categories [12].  

Hecht introduced the Paprika tool in order to investigate 
Android applications and detect object-oriented code smells 
[13]. The presented tool was based on three main phases. 
As an initial step, PAPRIKA examines the APK file of the 
mobile application under investigation to derive application 
meta-data and a portrayal of the source code [13]. In 
addition, other meta-data, like application rating, were 
derived from the Google Play Store and used as arguments. 
The tool supports two types of measurements, which are 
object-oriented and Android-particular metrics, concerning, 
for example, inheritance and number of services, 
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respectively. During the second phase, the model is entered 
into a chart database as an adaptable solution to investigate 
mobile applications on a larger scale. In the third step, 
querying is done in order to detect bad code smells from the 
analyzed mobile applications [13].  

Morales et al. presented a method for refactoring mobile 
applications with respect to energy utilization, named 
EARMO, based on the use of multi-objective patterns [14]. 
They assessed it with a benchmark of 20 open-source 
Android applications extracted from F-droid. The authors 
noted using EARMO solutions to eliminate 84% of code 
smells within an execution time of less than a minute. 
Moreover, they noticed that the energy consumption of 
three mobile applications was enhanced with important 
outcomes regarding the difference in energy utilization after 
refactoring [14].  

Finally, it is important to mention that some studies, 
such as [15], have found that refactoring certain mobile 
application code smells may negatively impact major 
development factors, such as resulting in insufficient usage 
of hardware resources. Therefore, the development team 
should be able to predict the consequences of applying 
different refactoring patterns during mobile application 
development.  

 
3. THE APPLICABILITY OF BWM IN 

MOBILE DEVELOPMENT  
 

Studying the applicability of integrating MCDM 
methods in mobile application development has been 
considered by several researchers, such as [16], [17], [18], 
[19]. The authors have highlighted that the development 
process and activities inside it encourage to formulate 
various problems and solve them using MCDM to find the 
optimal solution that lead to achieve a common goal to the 
software development team, such as lowering cost and time 
for completion. For example, the analytic hierarchy process 
(AHP) was introduced in order to prioritize mobile 
application requirements [19]. The study has revealed 
enhancing in user satisfaction by taking into account the 
user preferences and prioritize mobile application 
requirements accordingly.  

Refactoring helps the mobile development team to 
speed up the coding process and find defects early. A recent 
study determined nine insertion points for the Mobile-D 
process [20]. One of these points is ranking refactoring 
patterns, where developers formulate a problem and solve it 
using the BWM during the productionize phase of Mobile-
D.  

Fowler has classified more than 70 RTs into six 
different categories [2]. These RTs have different impacts 
on code quality attributes. It is significant to mention that 
each project may have different priorities with respect to 
code QAs depending on several features, such as the 
application type and the developers’ perspectives. Applying 

refactoring enhances the design and the code of the mobile 
application; therefore, it is important to direct the 
developers’ efforts towards the most significant attribute in 
order to guarantee the targeted value of the system. Thus, 
deciding which refactoring patterns to apply can generate 
conflict within the development team and be time 
consuming. In this paper, we adopt the BWM, which 
overcomes previous issues, while concentrating on 
prioritizing a set of refactoring patterns, based on Fowler’s 
categorization [2], with respect to their impacts on code 
QAs.  

 
4. A PRIORITIZATION-BASED MODEL  

 
Our proposed model integrates team members’ 

experiences and knowledge with the BWM to provide 
mobile application developers with a unified process for 
conducting refactoring activities. The model applies all 
BWM steps in the domain of mobile application 
development, regardless of the underlying development 
process. To illustrate the model, Figure 1 explains the 
process for prioritizing both QAs and RTs. Adopting the 
steps to prioritize QAs leads the development team to 
identify the most important QAs that the project should 
consider. Meanwhile, adopting the steps to prioritize RTs 
leads the development team to identify the most important 
RTs to apply on the project.  

To mathematically represent the process, we only 
elaborate on the process of prioritizing RTs, whereas QAs 
can be represented similarly. Thus, the following steps are 
for prioritizing RTs:  

1. A team member evaluates a set of RTs (Rt1 , Rt2 , ... 
Rtn ) as follow:  

1.1. The member chooses the most important RT 
(RtB) for the project.  

1.2. Themember chooses the least important RT 
(RtW) for the project.  

1.3. The member determines the preference of RtB 
over all others (Rt1, Rt2, ... Rtn).  

1.4. The member determines the preference of all 
RTs (Rt1, Rt2, ... Rtn) over RtW .  

2. For each member’s evaluation, calculate the optimal 
weight of all RTs (WRt1 , WRt2 ,...WRtn ) including 
WRtB and WRtW .  

3. Aggregate optimal weights from all participants and 
calculate the average weights.  

4. Give the final prioritization based on the resulted 
average weights.  
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5.  

 
Fig. 1: Prioritization-Based Model in Mobile Application Development. 

  

To calculate the optimal weights of all RTs, we bring 
the author’s model represented in [21] into the domain 
of mobile application development, as follows:          
To determine the optimal weight (WRt1, WRt2,...WRtn) 
of all Rt1, Rt2, ... Rtn, the maximum absolute differences 

𝑎𝑅𝑡 	and	 𝑎𝑅𝑡 	for all n are 

minimized. Thus, the following model is introduced:  

𝑚𝑖𝑛𝑚𝑎𝑥  𝑎𝑅𝑡 , 𝑎𝑅𝑡 												(1)	

Where aRT Bn is the preference of RtB over Rtn, and aRtnW 

is the preference of Rtn over RtW . Such that:  

𝑊𝑅𝑡 1 

𝑊𝑅𝑡 0  for all n 

After calculating the optimal weight for each developer 
based on the previous model, we need to ensure that the 

comparisons are consistent. Rezaei has defined a 
consistency index for each comparison’s value [22], and a 
consistency ratio was introduced to determine if a set of 
evaluations is more or less consistent [21]. Consistency 
ratio values range between 0 and 1, where values closer to 
1 suggest more consistency than values closer to 0.  
 
5. CASE STUDY  

Toward the beginning of using the BWM in mobile 
development, it was important to study the benefits and 
abilities of the BWM by proposing the related criteria and 
the RTs. In previous studies, several RTs have been 
mentioned more frequently than others. Thus, we started by 
identifying the main techniques used in mobile 
development. Despite the fact that each project might have 
a different set of valuable QAs, decision makers need to 
specify the most important attributes based on their projects. 
Our main objective was to test whether or not employing 
the BWM enabled us to extract the most important RTs to 
help accomplish the refactoring process effectively. 
Therefore, we have highlighted eight of the most important 
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RTs used, which are extract class, extract method, move 
field, inline method, inline class, pull up method, pull up 
field, and hide method. Furthermore, we have highlighted 
five of the most important QAs, which are complexity, 
maintainability, coupling, flexibility, and cohesion.  

Then, we started by customizing the BWM solver, 
proposed by Rezaei in [23], to acquire developers’ 
preferences. The solver was redesigned to guide 
participants on how to apply the BWM to evaluate the RTs, 
as shown in Figure 2. We only kept the main fields that the 
participants need to fill in and excluded the process of 
calculating the weight of the techniques for two reasons. 
First, we do not want the participants to be distracted by too 
many instructions and calculations. Second, the BWM 
solver calculates the weights of RTs based on individual 
inputs, while we want to calculate the weights based on a 
group of participants. There are some methods used to 
calculate the weight based on a group of decision makers, 
such as bayesian BWM [24]. For simplicity, we chose to 
adopt the average method, which considers the average 
operator in order to calculate the average weight from a 

group of decision makers. Although this method could be 
negatively impacted by outliers data, the risk is minimized 
because we recruited experts from the information 
technology industry with a minimum of five years of 
experience in mobile development.  

We provided participants with the complete instructions 
regarding how to follow the required steps, as shown in 
Figure 2. First, the participant is informed of the main 
purpose of the study, which is to understand the importance 
of various RTs in mobile development by adopting the 
BWM. During the project and before adopting any of the 
RTs, the participants must provide an evaluation of these 
techniques. The AHP fundamental scale, as introduced by 
[25], was provided to participants to acquire their subjective 
evaluations of the RTs.  

We conducted the case study on multiple mobile 
projects with different project characteristics and team sizes. 
Participants from nine different teams used the method to 
evaluate the RTs and QAs. Most of the mobile application 
projects were developed for local companies in Saudi 
Arabia.  

 

 
Fig. 2: Pairwise Comparisons Form and Instructions to Guide Participants 

 
 
6. RESULTS AND DISCUSSION  
 

After collecting the evaluations for each project, we 
calculated the weight of each QA and RT. Then, we 
aggregated all evaluations to come up with the average 
weight of each QA and RT for all mobile projects. Table 1 
shows the results regarding the five QAs for each project. 
The results show the diversity of the weights among the 

various projects. Maintainability was ranked as the most 
important QA in four projects. Complexity, cohesion, and 
flexibility constituted the most important QAs in two 
projects.  

The ranking of all QAs is shown in Table 2. The ranking 
was based on the average weight for all nine projects. 
Maintainability and complexity constituted around 50% of 
the weights, followed by cohesion, flexibility, and coupling. 
See Figure 3.  
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Table 1: Weight of Quality Attributes for Each Project 

 
 

The consistency ratio, as described by Rezaei [21], 
should be between 0 and 1, where a value close to 1 shows 
less consistency and a value close to 0 shows more 
consistency. In all projects, we achieved high consistency, 
as the highest value was 0.306, and the lowest value was 
0.054. 

 
Table 2: Prioritizing of Mobile Quality Attributes 

 

 
Fig.  3:  The Weight of Quality Attributes in Mobile Applications 

 
Similarly, after completing the pairwise comparisons of 

the eight RTs chosen by participants, all evaluations were 
aggregated, and the average weights of all RTs were 
calculated to come up with the overall ranking and 
corresponding weight for each RT, as illustrated in Table 3. 
In six out of nine projects, the extract method was ranked as 
the most important RT. Extract class comes second, as it 
was selected in three projects. Note that in two projects, 
extract method and extract class were both ranked as the 
most important technique. Inline class was ranked as most 
important in only one project. In project eight, all 
techniques except inline class and pull up field were equally 
important.  

 
 

 
Table 3: Weight of Refactoring Techniques for Each Project  

 
 
The consistency values for all projects show high 

consistency, as the highest value was 0.136, and the lowest 
value was 0.049.  

The overall ranking, as illustrated in Table 4, shows that 
the extract method was the highest ranking (24%), followed 
by extract class (18.4%). The results show that all other RTs 
ranged from 8% to 10%. Figure 4 depicts the final ranking 
of all RTs.  

 
Table 4: Prioritizing of Mobile Refactoring Techniques 

 

 
Fig. 4: The Weight of Refactoring Techniques in Mobile 

Applications  
 

Lastly, we compared the weight of each QA in each 
project with the weight of each RT in that project to infer 
the level of importance. In other words, with respect to the 
project QAs, we analyzed which RT was selected as 
important in that project and which were not. Generally, we 
divided the RTs into three groups, where ↑ denotes the 
increased impact of that RT on the code QA, ↓ denotes the 
decreased impact of that RT on the code QA, and 0 denotes 
no impact of the RT on the code QA. Table 5 shows the 
impact of all RTs on QAs.  
 

 
 

 

                  Table 5: Impact of Applying Refactoring on Quality Attributes for all Projects 
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7. THREATS TO VALIDITY  

The two main types of validity are internal and external 
validity. Testing internal validity involves testing if an 
experimental treatment makes a difference or not and if an 
experiment provides sufficient evidence to support a 
specific claim. External validity refers to the 
generalizability of the treatment outcomes. For internal 
validity, we conducted the study on mobile applications 
where all of them were under development and team 
members were actually in the process of selecting a RT or 
RTs for their projects. There might be a difference in terms 
of participants work on different projects, but what most 
concerned us was the applicability of the model regardless 
of whether a certain RT or RTs should be used in all similar 
cases or not. For external validity, we sought participants 
from nine different projects with different sized teams and 
project characteristics, along with different focuses on QAs 
for each project. Lastly, It is important to mention that our 
results might be affected by factors that can influence the 
participants’ moods, emotions, and/or affective states. 
However, the applied method has been evaluated in various 
prioritizing problems and domains, as shown in [26], and it 
proved reliable.  

 
8. CONCLUSION  

This paper evaluates the impact of some of the RTs 
widely used in mobile application developments. The paper 
proposes and adopts a prioritization-based model to conduct 
the evaluation of the RTs and provide developers with a 
unified process to prioritize these techniques. The selection 
accommodates all developers’ evaluations and preferences 
regarding the impact of RTs with respect to the QAs of the 
developed application. The model was tested on nine 
mobile applications under development. Results showed 
that adopting the model within mobile development 
provided a unified solution to be followed by all team 
members, where the evaluations and experience of team 
members were considered to produce this solution. In future 
work, we will extend testing the model by evaluating the 
impact of other techniques on all internal and external QAs. 
Furthermore, we will investigate how various RTs might 
collectively have more or less impact on QAs.  
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