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The online collection of coarse-grained traffic information, 
such as the total number of flows, is gaining in importance 
due to a wide range of applications, such as congestion 
control and network security. In this paper, we focus on an 
active queue management scheme called SRED since it 
estimates the number of active flows and uses the quantity 
to indicate the level of congestion. However, SRED has 
several limitations, such as instability in estimating the 
number of active flows and underestimation of active flows 
in the presence of non-responsive traffic. We present a 
Markov model to examine the capability of SRED in 
estimating the number of flows. We show how the SRED 
cache hit rate can be used to quantify the number of active 
flows. We then propose a modified SRED scheme, called 
hash-based two-level caching (HaTCh), which uses hashing 
and a two-level caching mechanism to accurately estimate 
the number of active flows under various workloads. 
Simulation results indicate that the proposed scheme 
provides a more accurate estimation of the number of active 
flows than SRED, stabilizes the estimation with respect to 
workload fluctuations, and prevents performance 
degradation by efficiently isolating non-responsive flows. 
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I. Introduction 

Measuring and monitoring traffic is an important but 
admittedly difficult problem, primarily because of the huge 
volume of traffic to be processed in high-speed networks. To 
accurately capture the characteristics of network traffic, 
measuring devices have to maintain per-flow information. 
However, the complexity of these operations has been the main 
obstacle for deploying such devices in high-speed networks. To 
address this problem, various techniques have been proposed. For 
example, a sampling technique was standardized by the IETF 
Internet Protocol Flow Information Export (IPFIX) working 
group [1], and a variation focused on implementation issues was 
investigated in [2]. Recently, a variation of a hashing scheme 
called a space-code bloom filter (SCBF) [3] was proposed to 
avoid the overhead of per-flow maintenance. An SCBF collects 
network traffic on the arrival of each packet and periodically 
stores it in permanent storage devices. The required network 
information can then be obtained offline. Therefore, SCBF can 
support fine-grained traffic information, which is essential for 
network management, planning, accounting, and billing. 

On the other hand, obtaining coarse-grained traffic information, 
such as the total number of active flows, online is important for 
congestion control and network security [4]-[7]. In this context, 
flow counting techniques, called direct bitmap and multi-
resolution bitmap, have been proposed by Estan and others in [7]. 
These techniques are based on a bitmap data structure, in which 
each source is hashed into a bit, and a bit is marked when the 
source is active. In practice, the entire bitmap is divided into blocks, 
and each block represents a different scale of addresses. The 
number of set bits, which is weighted by scaling factors, is used to 
estimate the number of active flows. In [6], a multi-resolution 
bitmap was extended to a scaled bitmap. The main advantage of 
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bitmap-based approaches is that the number of flows can be 
estimated by simple operations with a limited amount of memory. 
However, it is not clear how it would perform under asymmetric 
traffic assumptions of today’s Internet traffic [8]. 

Ott and others proposed another class of technique called 
stabilized RED (SRED) [4]1). SRED has drawn wide attention 
because it proposes an on-line technique for estimating the number 
of active flows, and uses it to respond to network congestion [10]-
[12]. In SRED, a small cache memory, called the zombie list, is 
used to record the M most recently seen flows. Each cache line 
(zombie) contains the source and destination address pair, last 
arrival time, and hit count of the flow. Each arriving packet (source 
and destination address) is compared with a randomly selected 
cache line. If the addresses match (a hit), the hit count of the cache 
line is increased by 1. Otherwise (a miss), the selected cache line is 
replaced by the arriving flow’s address with a replacement 
probability r. To estimate the number of active flows, SRED 
maintains a hit frequency f(t) and updates f(t) with (1–α)f(t–1)+α in 
the case of a hit, and with (1–α)f(t–1) in the case of a miss, where α 
is a time constant. The inverse of the hit frequency (f(t)-1) is used as 
the estimation of the number of active flows. 

Although the idea of SRED, estimating the number of flows 
without maintenance of the per-flow state, is quite novel, a 
detailed performance analysis showed several limitations. For 
example, the estimated number of flows fluctuates as the number 
of flows increases in the network, which implies that the severity 
of the congestion is not accurately captured. Unstable estimation 
results from the inaccurate cache comparison process, that is, 
random comparisons for a large number of flows. Second, 
although non-responsive flows such as UDP can be identified by 
computing the hit count and calculating the total occurrence of 
the flow as described in [4], SRED still underestimates the 
number of active flows when the traffic mix includes both TCP 
and aggressive UDP connections. Here, underestimation results 
from unfair sharing of cache lines. Unlike TCP flows, non-
responsive flows do not naturally adapt their sending rates 
according to the network condition, and thereby aggressively 
occupy cache lines with SRED. This unfair sharing of cache lines 
causes more cache hits resulting in underestimation. 

To address these problems, we present a mathematical model to 
analyze the estimation capability of SRED and demonstrate how 
the steady-state hit frequency of the cache model can be used to 
estimate the number of active flows. We then propose a modified 
SRED scheme, called hash-based two-level caching (HaTCh), 
which uses hashing and a two-level caching mechanism to 
accurately estimate the number of active flows under various 
workloads. Unlike the original SRED, in which the entire cache is 

                                                               
1) In this paper, when we mention SRED, we consider only the flow estimation capability 

of SRED.  

a single block, the proposed scheme divides the cache into a fixed 
number of sub-blocks. With the hashing scheme, each arriving 
packet is hashed into one of the partitioned subcaches, and the hit 
frequency is maintained for each subcache. Due to the reduced 
size of the subcache and the number of flows per subcache, the hit 
probability of an arriving packet is improved. The hashing scheme 
stabilizes the estimation through this improved hit probability. 

The proposed two-level caching scheme, consisting of a smaller 
level 1 (L1) cache and a larger level 2 (L2) cache, is similar to the 
general two-level cache used in processor architecture design. It 
implies that an L1 cache miss results in an access to the L2 cache. 
However, the cache inclusion property is not satisfied here. An 
arriving packet is first compared with a randomly selected L1 
cache line. If the addresses match, the hit count is incremented; 
otherwise, a randomly selected L2 cache line is compared with the 
packet ID (the source and destination addresses). A hit in the L2 
cache results in the cache line being brought to the corresponding 
cache line in the L1 cache. If the addresses do not match in the L2 
cache (a miss), the L2 cache line is replaced with the packet ID 
with a given replacement probability. The purpose of the L1 cache 
in HaTCh is to isolate the non-responsive flows from the L2 cache. 
The two-level caching scheme accurately estimates the number of 
active flows by isolating the non-responsive flows to prevent 
monopolization of the L2 cache and to yield more room in the L2 
cache for the conforming flows.  

We extend the SRED analytical model for the proposed two-
level caching scheme to demonstrate its effectiveness in isolating 
the non-responsive flows. We then analyze the simulations NS-2 
performance of the HaTCh scheme through extensive using the 
simulator [9]. Estimation accuracy and stability of estimation in the 
presence of non-responsive flows are used as the main 
performance metrics to compare the proposed scheme with SRED. 
The simulation results indicate that the two-level scheme stabilizes 
 

 

Fig. 1. State diagram of .X In this figure, m and mijδ represent 
the present and the next states. ( , )ijP m mδ denotes the 
cache miss probability when a flow ID i is compared with a 
cache line j, and r is the replacement probability. 

1 ( , )ijP m m rδ− ⋅
( , )ijP m m rδ ⋅  

(arriving ID=i,  
random cache line ID=j) 

m ijmδ  

m1

mi

mj

mN

m1 

mi+1 

mj-1 

mN 

( , )ijP m m rδ ⋅  
(arriving ID=j,  
random cache line ID=i) 

1 ( , )ijP m m rδ− ⋅

...

...

...

. . . 

. . . 

. . . 

……

 



196   Sungwon Yi et al. ETRI Journal, Volume 30, Number 2, April 2008 

the estimation and improves the accuracy of estimation for various 
workloads. In particular, HaTCh out-performs SRED when the 
traffic included non-responsive flows. The rest of this paper is 
organized as follows. In section II, we present a mathematical 
model to analyze the estimation capability of SRED. We describe 
the limitations of SRED in section III. The proposed scheme is 
detailed in section IV. In section V, the simulation results are 
presented followed by the concluding remarks in section VI.  

II. SRED Model for Estimating the Active Flow Number 

The key idea of SRED is to relate the cache hit frequency to the 
number of active flows. However, this was not formally 
demonstrated in the original paper [3], which relied on simulation 
to arrive at the conclusion. In this section, we present a Markov 
model to understand the concept of SRED and analyze its 
estimating behavior. 

Consider a small cache memory, or zombie list, with M lines, 
and N independent flows, each with a rate of λi packets/s. Here, the 
packet arrival process may not be necessarily Poisson. We only 
assume that the flow IDs of the multiplexed sequence of arriving 
packets are independent. If we assume Xi is the number of cache 
lines with the flow ID i in the cache and X  is the vector that 
maintains the number of cache lines occupied by each flow, then 
X can be presented as a Markov chain whose transitions occur at 

packet arrival time X , and its state space can be defined as 
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Here, the transition rates of the Markov chain are dependent on 
both the replacement probability and the outcome of the cache 
comparison between an arriving packet and a randomly selected 
cache line. Based on SRED’s functionality, for a given cache state 
m , the number of cache lines for each flow in the cache remains 
the same either in the event of a cache hit, or in the event of a 
cache miss with probability 1–r. However, the state of the cache 
changes from m  to ijmδ  in the event of a cache miss with 
replacement probability r. A pictorial view of the state space 
transition is given in Fig. 1. When an arriving packet has a flow 
ID i, and a randomly chosen cache line belonging to flow ID j in 
the given cache state m  is replaced by ID i with the replacement 
probability of r, the new state ijmδ  is defined as 
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for all the cache states m  such that mi < M and 0 < mj. If i > j, 
then the i and j terms are swapped. For a given state of m , the 

probability of a cache hit is the product of the probability that 
an arriving packet has the flow ID i and the probability that a 
randomly selected cache line has the same flow ID. Similarly, 
the probability of a cache miss is the product of the probability 
that an arriving packet has the flow ID i and the probability that 
a randomly selected cache line has a different flow ID than i. 
Therefore, the transition probability of this cache model can be 
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In the above expressions, 1/ N
i k kλ λ=Σ  denotes the probability 

that an arriving packet has a flow ID i, and the mi/M and mj/M 
terms represent the probability that a randomly selected cache 
line from the zombie list has the same and different IDs, 
respectively. The steady-state hit frequency of the given cache 
model can be expressed by the following theorem. 

Theorem 1. Under the assumption of independent packet 
flow identifiers, the hit frequency, calculated by a first-order 
autoregressive process for the single cache system (SRED), 
converges in the steady-state2) to 
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Proof . For a given state z such that mi < M and 0 < mj, the 
detailed balance equations of this system for any r becomes 
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Here, ( )mπ is the steady-state distribution of X . Thus, (5) 
becomes 
                                                               

2) Here, we do not assume that the range of the cache size (M) is greater than the number of 
flows (N). However, for the flows that are not well mixed (that is, burst flows and a large 
number of flows), (M < N), the assumption of independent packet flow identifiers can be 
weakened; thus, the estimation performance can be degraded. We investigate the estimation 
performance for these cases in detail by simulations in sections III and V. 
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We have found that the detailed balance equation (5) is solved by  
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Thus, we can conclude that the process X is time reversible. 
From (6), (7), and (8) we get 
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Now, let us denote f(t) as the hit frequency, and H as the 
steady-state hit probability of the cache. Then, H includes the 
summation of all states as 
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In practice, H can be estimated by a first-order autoregressive 
process, defined as 

( ) (1 ) ( 1) 1f t f tα α= − − + ⋅ {hit at t-th packet} 

for 0<α<1. In this expression, 1{hit at t-th packet} represents 
an indicator function of a cache hit. It is clear that H is a 
limiting point of the process f, that is, lim ( ) .t f t H→∞ ≡ We 
assume that the choice of α is such that f(t) converges faster 
than the rate of change of N. (TCP estimates the round-trip time 
using an autoregressive process, too.) Here, α plays a role as a 
time constant that determines the speed of the model to reach 
the steady-state. Finally, from (2), (7), and (9), we get (4) and 
thus, prove theorem 1.                              �                                                               

Observe that if each λi in the summand of the numerator of (4) 
is replaced by the maximum value of λmax, then H is less than or 
equal to max 1/ .N

k kλ λ=Σ  Similarly, if each λi in the summand of 
the numerator of (4) is replaced by the minimum value of λmin, 
then H is greater than or equal to min 1/ .N

k kλ λ=Σ  Therefore, we 
have the following two corollaries. 

Corollary 1. 
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k kk k
Hλ λ λ λ

= =
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Corollary 2. If all the arriving rates, λi, are equal for all N, 
then the upper and lower bounds of H in (10) are equal, leading 
to H=1/N. 

This expression shows that the number of active flows, N, can 
be computed from the steady-state hit frequency, H. We 
calculated the steady-state hit frequency and the number of flows 
using (4) and compared them with the simulation results. Due to 

Table 1. Estimated number of flows. 

Estimated number by 
simulation Number of 

flows used
Memory 

size 
Estimated 

number by (4) 
r =1.0 r =0.25 r =0.01

5 10 31.81 12.59 10.33

10 10 16.20 11.70 10.21

40 10 11.52 10.14 9.91
10 

80 10 10.57 9.42 10.0

25 50 161.78 63.31 52.86

50 50 88.01 56.64 51.35

200 50 59.65 50.24 51.78
50 

400 50 52.73 52.13 50.86

50 100 334.71 137.33 109.76

100 100 182.71 115.32 108.10

400 100 112.58 104.56 106.11

 
 

100 

800 100 116.25 110.46 105.96

  
the large state space (M+N-1CM), we first investigated the accuracy 
of our model with a relatively small cache memory (10 cache 
lines) and a small number of flows (10 or less) by enumerating 
the entire state space. We then extended the validation for large 
cache size (up to 800 cache lines) and a greater number of flows 
(up to 100) by using various state- space truncation techniques. 

When the same arrival rate was used for all flows, the 
estimation using (4) was exactly the same as the actual number of 
flows. Table 1 shows a comparison of the results of the estimation 
by (4) and the simulation results. (We used the NS-2 simulator, 
and the simulation environment is described in section III.) The 
results indicate that the model is quite robust in estimating the 
number of flows. However, the simulation results show that the 
accuracy of estimation depends on the cache size, M, and the 
replacement probability, r. Larger M, comparable to the number 
of flows, and a smaller r help improve estimation accuracy. 

III. Limitations of SRED 

To examine the capability of SRED in estimating the number 
of active flows, we performed simulations using a dumbbell 
topology with a common link bandwidth of 45 Mb/s. In the 
simulations, each source node initiates data transmissions using 
FTP over TCP between 0 to 1 second. Although there are many 
versions of TCPs, such as Reno, Sack, and Vegas [13]-[15], we 
use TCP Reno [16], which has a basic congestion avoidance 
mechanism, with the maximum window size of 45 packets 
since the main focus of the research is traffic 
measurement/estimation. Each intermediate node has a buffer 
size of 600 packets, while the packet size is fixed at 1 kb. 
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Fig. 2. Estimated number of flows with SRED. 
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SRED is deployed at the intermediate node to estimate the 
number of active flows with a cache size of 1,000 lines, r = 0.25 
and α=0.001, as used in [4]. 

We investigate two important factors that most affect the 
estimation performance of SRED: stability of estimation and 
the impact of non-responsive flows. 

1. Stability 

Figure 2 shows the estimated number of active flows with 
SRED when 20, 100, 1,000, and 4,000 flows are used. The 
estimation capability of SRED is quite accurate with a small 
number of flows, but it greatly fluctuates as the number of 
flows increases. The fluctuation is due to the low hit probability 
when many flows are used. 

2. Impact of Non-responsive Flows  

The effect of non-responsive flows (generally UDP), when 
mixed with TCP flows has been extensively studied in the context 
of active queue management (AQM) schemes [17], [18]. These  

Table 2. Impact of non-responsive flows in estimating the number of 
flows. 

Estimated number of flows Fraction of misbehaving 
flows in total workload 2m cλ λ= ⋅  3m cλ λ= ⋅  

0 % 10.000 10.000 

10 % 9.309 8.001 

20 % 9.000 7.541 

30 % 8.897 7.529 

40 % 8.907 7.712 

50 % 9.902 8.000 

 
 
studies tried to detect the non-responsive flows with a minimum 
amount of per-flow information. Another approach, called 
stochastic fair blue (SFB) [19], controls non-responsive flows 
without using per-flow information via a group of hash tables. 

A problem of hash-based techniques such as SFB and SRED is 
that when many non-responsive flows are present in a network, 
the hash table is contaminated by these flows, and performance is 
significantly degraded. We demonstrate the impact of non- 
responsive flows using the SRED mathematical model in Table 2 
and a simulation study presented in section V. 

As shown in Table 1, we used a cache size of 10 lines with 10 
flows and set the arrival rate of non-responsive flows (λm) to 2 and 
3 times that of the conforming flows (λc) to mimic the behavior of 
non-responsive flows in (4). 

The small memory size and number of flows are not enough to 
capture the exact effect of non-responsive flows, but it helps us to 
predict the tendency when many flows are used. Table 2 shows 
that as the proportion of non-responsive flows increases, the 
number of active flows is underestimated. When non-responsive 
flows become a dominant part of the traffic, the estimated number 
starts to recover the underestimation that results from memory 
contention among non-responsive flows. These results show a 
trend similar to that of the simulation result for 500 flows (TCP + 
UDP) presented in section V (Fig. 6). 

In summary, SRED exhibits unstable estimation with a large 
number of flows and underestimation in the presence of non-
responsive flows. 

IV. The Proposed Hash-Based Two-Level Caching 
Scheme (HaTCh) 

Based on the discussions in the previous section, we propose 
the HaTCh flow estimation scheme to minimize SRED’s innate 
problems. The HaTCh scheme consists of two parts: a hashing 
scheme to stabilize estimation, and a two-level caching scheme 
to isolate the non-responsive flows that contaminate the zombie 
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list and lead to underestimation. 

1. Hash-Based Estimation 

The key idea of the hashing scheme is based on the 
observation that SRED’s hit probability is low when there are 
many flows. This problem can be alleviated by using a hashing 
scheme. To implement hashing, the single cache memory 
(zombie list) is partitioned into k small chunks, called subcaches. 
Whenever a packet arrives, the packet is hashed into a subcache 
using the source and destination addresses, and a cache line is 
randomly selected for comparison from the subcache. A 
connection is always hashed to the same subcache with this 
technique. Each subcache maintains its own hit frequency and 
estimated number of flows. The estimated number of flows per 
subcache is aggregated to find the total number of estimated 
flows. The performance of the hash-based estimation may 
degrade when most active flows are hashed into one or two 
subcaches, but this can be alleviated by periodically scattering 
the hash function as noted in [20]. When all the flows have the 
same sending rate and round-trip time, the hit probability of a 
flow is 1/N under SRED; however, the hit probability increases 
to k/N when k subcaches are used in HaTCh. This improved hit 
probability helps to achieve accurate and stable flow estimation. 

2. Two-Level Caching Scheme 

Non-responsive flows tend to send more packets than 
conforming flows, and this increases the hit rate. Therefore, 
developing an efficient scheme to isolate excess packets from the 
memory is the key for accurate estimation. We accomplish this 
through a two-level cache design.  

Figure 3 shows the basic organization of HaTCh, which 
combines hashing and two-level caching. The structure of the two-
level caching proposed here is similar to that of the general two-
level caching scheme. The major differences are that the inclusion 
property is not necessarily satisfied in the two-level cache model, 
and the L1 and L2 cache update operations are also different. The 
L1 cache is smaller than the second level L2 cache, and each of the 
two caches is divided into k subcaches (blocks). Note that there is a 
corresponding subcache in L2 For each subcache in L1. 

An arriving packet is hashed into one of the L1 subcaches 
using the source and destination addresses. Then, a randomly 
selected cache line from the L1 subcache is compared with the 
arriving packet. If there is an L1 cache hit (case 1 in Fig. 3), the hit 
count of the cache line is increased by 1, but the hit frequency of 
this subcache remains the same. Otherwise, the corresponding L2 
subcache is selected. Then, a randomly selected L2 cache line in 
the corresponding subcache is compared with the arriving packet. 
If there is an L2 cache hit (case 2 in Fig. 3), the previously 
selected L1 cache line is updated with this L2 cache line. The hit 

  

Fig. 3. HaTCh (hash-based two-level caching) architecture. 
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count of the L1 cache line is set to 1, and the L2 cache line is then 
cleared. If the L2 cache misses (case 3 in Fig. 3), the L2 cache line 
is replaced with the arriving packet with probability r. 

Whether there is a hit or miss in the L2 cache, the hit 
frequency and the estimated number of flows for the subcache 
is recalculated followed by the total number of flows. The 
sequence of operations for the three cases is shown by the solid, 
dotted, and dashed lines in Fig. 3. 

The key features of HaTCh are following. First, HaTCh takes 
advantage of the improved hit probability by hashing in both L1 
and L2 caches. This stabilizes the estimation process of HaTCh. 
Second, the hit frequency is recalculated only when there is an 
L1 cache miss. The L1 cache is updated only when a flow hits 
the L2 cache; thus, the L1 cache is generally shared by the flows 
that hit the L2 cache. Filtering these flows to the L1 cache 
provides a fair chance for all the flows to update the hit frequency. 
Third, on an L2 cache hit, the selected cache line is cleared to 
yield room for the subsequent conforming flows using a 
mechanism called L2 cache cleaning. Ideally, the L2 cache 
(zombie list) should be shared uniformly among all competing 
flows to yield an accurate flow estimation. Although the non-
responsive flows are filtered in the L1 cache, the flows that 
missed the L1 cache fill the L2 cache more aggressively than 
conforming flows. Therefore, the cleaning mechanism in the L2 
cache also contributes to fair sharing of the L2 cache. 

3. Preliminary Model of the HaTCh Scheme 

In this section, we present a mathematical model for the 
proposed HaTCh scheme to demonstrate its effectiveness in 
isolating non-responsive flows. Unlike the SRED model 
previously presented, where we were able to compute the hit 
frequency from the steady-state distribution of the cache lines 
occupied by each flow, here, we simply show how the proposed 
scheme controls the non-responsive flows. The model for HaTCh 
is extremely complex; thus, state-space enumeration and 
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computation is expensive. Instead of focusing on the solution of 
the steady-state probabilities, we show through a Markov model 
why two-level caching is more effective than SRED.  

The model extends the single cache design to capture the two-
level cache memory with M1 lines for the L1 cache and M2 lines 
for the L2 cache (M1≪M2), and N independent flows. If we 
assume that (Xi, Yi) are the numbers of cache lines with the flow 
ID i in the L1 and L2 caches respectively, and ( , )X Y is a pair 
of vectors representing the number of cache lines in L1 and L2 
occupied by each flow, then ( , )X Y represents the discrete state 
model of the system. Now the state space for ,X Y can be 
defined as 
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Let us assume an arriving packet has a flow ID i, a randomly 
selected cache line from the L1 cache has a flow ID j, and a 
randomly selected cache line from the L2 cache has a flow ID k. 
For a given cache state ( , )c m , if there is an L1 cache hit or miss 
in both the caches and the cache line is not replaced in the L2 
cache, the number of cache lines for each flow in both caches 
remains the same, ( , )c m . On the other hand, if there is an L1 
cache miss and L2 cache hit, the state changes to the next 
state ( , )ij c mγ , where ci=ci+1, cj=cj–1, and mi=mi–1. If both L1 
and L2 caches incur misses, and the L2 cache is replaced with the 
replacement probability of r, the state changes to another state 

( , )ij c mη , where mi=mi+1 and mk=mk–1.  
For a given state ( , )c m , the probability of an L1 cache hit is 

the product of the probability that an arriving packet has the flow 
ID i and the probability that a randomly selected L1 cache line 
has the same flow ID. Accordingly, the probability of an L1 
cache miss and L2 cache hit is the product of the probability that 
an arriving packet has the flow ID i, the probability that a 
randomly selected L1 cache line has a flow ID other than i, and 
the probability that a randomly selected L2 cache line has the 
flow ID i. Similarly, the probability of both L1 and L2 cache 
misses is computed by considering the probability that both the 
L1 and L2 cache lines have different flow IDs other than i. 

Now, the transition probability of the two-level cache model 
can be written for an L1 cache hit or for miss in the both caches 
and without replacement in the L2 cache as 
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For an L1 miss and an L2 hit, the state transition probability 
becomes 
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(12)

 

For misses in both caches and the L2 cache line being 
replaced with probability r, the equation becomes 
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Note that these equations are derived using the same context 
that we used for SRED model. Therefore, for the two-level 
cache under HaTCh, we can prove the following theorem 
following the idea of (8). 

Theorem 2. Under the assumption of independent packet 
flow identifiers, the hit frequency calculated by a first-order 
autoregressive process for the two-level cache system (HaTCh) 
converges to 
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(14) 
in the steady-state. 

In this equation ( , )c mπ  represents the steady-state 
distribution of ( , )X Y . Unlike the SRED model, it is difficult 
to find a closed form expression for ( , )c mπ . Therefore, 
instead of computing the state probability distribution, we use 
the HaTCh model (as in (14)) to explain how HaTCh isolates 
non-responsive flows and improves the estimation accuracy as 
compared to SRED.  

The steady-state hit frequency is determined by the steady-state 
cache line distribution and the steady-state hit probability as 
shown in (4) and (14). In (4), for the SRED model, the effect of 
non-responsive flows is magnified by both the arrival rate of the 
non-responsive flows, λi, and the number of cache lines occupied 
by the flows, mi/M, which is proportional to the arrival rate. This 
leads to underestimation by SRED when non-responsive flows 
are present.  

In contrast, (14) clearly indicates how HaTCh effectively 
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isolates non-responsive flows and yields more accurate 
estimation. First, HaTCh clears the selected L2 cache line on an 
L2 cache hit to create more room for the subsequent conforming 
flows, and this contributes to a fair distribution of the L2 cache 
lines for all active flows. The term 1/ N

i z zm m=Σ in (14) captures 
this because it represents the probability that the flow ID in the 
L2 cache is i. Second, the distribution of the L1 cache lines, 
which is occupied by other flows, the (1–ci/M1) term in (14) 
mitigates the effect of arrival rate of the non-responsive flows, λi. 
We validate our claim about the effectiveness of HaTCh through 
simulation results in the next section. 

V. Simulation Results 

The HaTCh scheme was simulated to analyze estimation 
stability and the impact of non-responsive flows. We configured 
HaTCh with a hash size (k) of 10, and L1 and L2 cache sizes as 
100 and 1,000 lines, respectively. The L1 cache size is fixed at 
10% of the L2 cache size, which in turn is kept closer to N. The 
results are summarized below. 

1. Stability 

Figure 4 shows the estimated number of active flows with 
HaTCh for two different r values of 0.25 and 0.01 when 20, 
100, 1,000, and 4,000 TCP flows are used. The estimated 
number of flows is remarkably stable compared to Fig. 2 at the 
cost of a little bit of more delay. However, hatch also shows a 
tendency to underestimate the number of flows when r is 0.25 
as the workloads increase. The accuracy of the estimation is 
significantly improved when r is 0.01 as was shown in the 
previous section. Up to 1,000 flows, the estimated number of 
flows oscillates within a 20% range with HaTCh. As the 
number of flows increases, the fluctuation increases. Also, the 
number of flows is underestimated due to traffic bursts and 
insufficient cache size. 

Theoretically, SRED-like mechanisms (including HaTCh) can 
keep track of N/r flows as discussed in [4]. We observed that if N 
is greater than the number of L2 cache lines, M2, the HaTCh 
performance starts to degrade, that is, oscillation exceeds 20% 
ranges. However, unlike SRED, HaTCh shows smooth 
(damped) oscillation even for 8,000 TCP flows, but the 
oscillation gradually increases as the number of flows increases 
from 1,000 to 8,000. Since the memory requirement for each 
cache line is very marginal (about 16 B), we believe that the L2 
cache can accommodate a large number of flows (16 MB L2 
cache can support 1 million flows within 20 % error bound). 

Assuming a perfect hash function, the optimal hash size 
could be the same as the L2 cache size, since all the flows 
could be hashed into exactly one cache line. In the following 

     

Fig. 4. Estimated number of flows with HaTCh. 
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Fig. 5. Impact of hash size on the estimated number of flows 
(r=0.01). 
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simulation, we examined the impact of k on the estimation 
behavior of HaTCh with 2,000 TCP flows, while the total 
memory requirement remains the same (1,000 cache lines). 
Figure 5 depicts the estimation results of HaTCh with different 
hash sizes. As noted in the comparison between SRED and 
HaTCh, hashing with the L2 cache cleaning mechanism 
generally degrades the response time, especially when a small 
number of flows is used. The delay is due to the time required to 
fill the L2 cache lines. Although the hash size of 40 outperforms 
all other cases in terms of accuracy, it also has the longest 
response time. We leave this as a design study that optimizes the 
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Fig. 6. Impact of non-responsive flows on estimation of the 
number of flows with SRED. 
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0
10 

20 
30 

40
50

UDP/total workload (%)
0 

20 
40 

60 
80 

100 
0 

1,000

2,000

3,000

Time (s) 

E
st

im
at

ed
  

no
. o

f f
lo

w
s 

(b) λUDP=3 · λfair 

 
 
accuracy and response time of the system, and thus we use k =10 
for the following simulations. 

2. Impact of Non-responsive Flows  

To demonstrate the effect of non-responsive flows on HaTCh 
performance, we carried out simulations with different sending 
rates of non-responsive UDP flows. We also varied the UDP traffic 
workload from 0 to 50% of the total workload. Figure 6 shows the 
results of SRED estimation with 500 flows. In Fig. 6(a), we set the 
sending rate of the non-responsive flows (λUDP) to 2 times the fair 
share of the link bandwidth (λfair). Although the estimated number 
of flows goes down slightly, the fluctuation is not alleviated. The 
impact of non-responsive flows is more pronounced when we 
increase the UDP sending rate to 3 times the fair share of the link 
bandwidth shown in Figure 6(b). Here, SRED begins to 
underestimate the number of flows as the UDP workload increases 
up to 30%, and the estimation later recovers as the UDP flows 
becomes a dominant part of the traffic (40 and 50%). 

We repeated the same experiments using HaTCh. Note that we 
used different scaling factors in the graphs to show the results. In 
Fig. 7(a), HaTCh’s estimation is remarkably stable, and the non-
responsive flows are successfully isolated as expected. HaTCh 
shows the same performance up to 20% of the UDP workload 
shown in Fig. 7(b) as well. As the UDP workload increases, 
HaTCh also shows gradual performance degradation since a large 
number of excess packets from non-responsive flows cannot be 
captured in the L1 cache. However, the estimation error is 
significantly reduced with HaTCh as compared to SRED. 

 

Fig. 7. Impact of non-responsive flows on estimation of the 
number of flows with HaTCh. 
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The performance of HaTCh is not significantly affected by the 
size of the L1 cache as long as the number of L1 cache lines is 
greater than the number of non-responsive flows. The size of the 
L1 and L2 cache lines can be determined based on the target 
number of non-responsive flows and the target number of active 
flows. In our experiments, we set the L1 cache size to 100 lines 
to control up to 100 non-responsive flows. This configuration 
provides the best performance for our simulation environment, 
where HaTCh effectively isolates up to 100 UDP flows (20% of 
total workload) as shown in Fig. 7(b). 

The impact of TCP sources with heterogeneous round-trip 
times (RTTs) is an important factor that affects the performance 
of AQM schemes. TCP flows with short RTTs slow down the 
transmission rates quickly after congestion notification (packet 
drop) of an AQM scheme, but they recover quickly compared to 
those with long RTTs. Therefore, an AQM scheme has to react 
differently for TCP sources with different RTTs to achieve fair 
sharing of bandwidth. However, flow estimators such as HaTCh 
have no control on transmission rates of traffic sources. 
Therefore, HaTCh performance on TCP sources with 
heterogeneous RTTs can be predicted by investigating the impact 
of non-responsive flows. The simulation results with TCP 
sources that experience different RTTs (varied between 60 ms 
and 540 ms) exhibited the same trend shown in Figs. 6 and 7. 

3. Impact of HaTCh Configuration Parameters 

Finally, we examine the impact of two major configuration 
parameters, the second-level cache size M2 and the hash size k, on 
the performance of HaTCh. Initially, we set the L2 cache size, M2, 
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Table 3. Impact of L2 cache size and hash size (relative error). 

Ratio of L2 cache size  
to number of flows L2 cache 

size (M2) 
Hash 

size (k) 

Number of flows 
per subcache 
when M2 = N 1:1 1:2 1:4 

2 100 0.11618 0.20050 0.29553

4 50 0.08427 0.13891 0.26878200 

8 25 0.06154 0.07143 0.25603

5 100 0.11986 0.18994 0.25861

10 50 0.05328 0.10267 0.25854500 

20 25 0.01650 0.08750 0.20056

10 100 0.08164 0.12490 0.24025

20 50 0.07293 0.09345 0.229931000 

40 25 0.02074 0.07790 0.24310

20 100 0.05876 0.106871 0.25973

40 50 0.02495 0.090319 0.267332000 

80 25 0.01679 0.083062 0.28200

 

to 200 lines, and increased it up to 2,000 lines. We adjusted k to 
make the number of active flows per subcache constant (100, 50, 
and 25 flows) for each L2 cache size when the L2 cache size is 
equal to N. Then, we increased N to two and four times that of M2. 
In all these experiments, the L1 cache size was set at 10% of the 
L2 cache size because that provided the optimal configuration. 

Here, we summarize the performance of HaTCh by presenting 
the relative error of the estimated number of flows, defined as the 
ratio of the standard deviation (σ) to the mean (μ) of the estimated 
number of flows. In Table 3, the relative error was bounded within 
11% regardless of the hash size when the L2 cache size and the 
number of flows were the same. Notably, HaTCh performs better 
as the number of flows (accordingly the L2 cache size is larger) 
increases, because a large number of flows multiplexed at the 
router reduces the impact of burst traffic. A large k helps in the 
accurate estimation of N at the cost of little additional delay. As the 
numbers indicate, the relative error is about 6% when k is 20, and 
is reduced to less than 2% for k = 80 when N = 2,000. 

The trend also indicates that HaTCh can provide more accurate 
estimate of N if the number of flows is higher than 2,000, which is 
likely to be true in many practical cases. As N increases to two to 
four times M2, the accuracy of estimation suffers, although the 
overall trend in the impact of N and k remains valid. For the 1:2 
ratio, the error is limited to 8% when N = 2,000 and k = 80. 
However, the relative error is high for the 1:4 ratio, which 
suggests that number of flows should not exceed twice the size of 
the L2 cache to limit the flow estimation error to 10%. Moreover, 
the impact of the hash size on the estimation accuracy was 
reduced because of the presence of more flows contending for the 
cache lines. 

VI. Concluding Remarks 

Measuring and monitoring network traffic has been an active 
area of research in the Internet community for better network 
management, planning and accurate billing. However, huge traffic 
volumes and the complexity of memory management required for 
per-flow monitoring has eluded researchers attempting to find an 
efficient solution. In this paper, we focused on a flow estimation 
technique called SRED since it accurately estimates the number of 
active flows without maintenance of per-flow states.  

First, we developed a mathematical framework for analyzing 
the estimation behavior of SRED. The model showed that the 
steady-state hit frequency of the SRED cache model can be used 
to estimate the number of active flows. The model is accurate 
enough to capture the effect of non-responsive flows in the 
estimation. We, then, proposed a modification of SRED, called 
HaTCh, that uses hashing and a two-level caching mechanism to 
alleviate the drawbacks of SRED. A preliminary instance of the 
proposed scheme was presented to demonstrate its effectiveness. 
Also, we conducted extensive simulations for an in-depth 
performance analysis of both the schemes. The proposed HaTCh 
scheme improves estimation accuracy and stability compared to 
that achieved by SRED. It also improves the robustness of the 
estimation by effectively isolating the non-responsive flows to 
avoid cache contamination. 

The proposed scheme is practically viable since the two caches 
can be implemented using standard hardware. A standard 
configuration of HaTCh could be the following: (i) L2 cache size 
= the target number of flows supported by the link (N); (ii) L1 
cache size = 10% of L2 cache size or the target number of non-
responsive flows; (iii) r = 0.01, and (iv) k is set as large as possible 
based on the implementation complexity. 

Our future work will involve development of a complete AQM 
mechanism and security measure based on the HaTCh concept. 
Also, we plan to develop a self-tuning strategy for HaTCh, which 
will include consideration of other system and design parameters. 
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