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The Design and Implementation of a Cleaning Algorithm
using NAND-Type Flash Memory
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Abstract

This paper be composed to file system by making a new i_node sfructure which can decrease Wiite frequency because this's
can improved the file system efficiency if reduced Wiite operation frequency of flash memory in respect of file system. i_node is
designed to redlize Cleaning policy of data in order to perform Wite operation.

This paper suggests Cleaning Algorithm for Wiite operation through a new i_node sfructure. In addifion, this paper have made
the oldest data cleaned and the most recent data maintcined longest s a result of experiment that the recent applied
program and dafa tend fo be implemented again through the concept of regional and fime space which appears automatically
when applied program is implemented. Through experiment and redlization of the Flash file system, this paper proved the
efficiency of NAND-type flosh file system which is required in an Embedded system
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1. Introduction are at higher demand as mobile services are

expanding. PDA and wireless internet devices
Recently more efficient embedded systems as examples of embedded systems use flash

memories as nonvolatile data managements, for
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they consume reasonably little power.
Besides, flash memories have greater density
rate than non volatile RAM, supports system
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level R/W with low power consumption and
fast speed, and moreover show high durability
against temperature and crashes.  Different
manufacturers used different technologies to
produce flash memories and consequently the
performances vary in the R/W speed and the
sizes of pages and blocks.

Adoption of flash memories as a storage de-
vice in a system requires several considerations
to take into the system design. Writing data in-
to flash memories would be preceded by the
deletion operations that take longer time and
take place in bulks.

The methods to overcome the problems in
designing flash memories are divided into two
categories.

Flash memories are a kind of EEPROM
(Electrically Erasable Programmable ROM).
One of the categories neither isNOR type that
supports byte IfO and NAND type that sup-
ports page IfO only. For NOR type is fast in
reading but slow in writing, they are used for
storing codes. NAND type is used to store
large data, for they are fast in writing and
cheaper per unit data [3]. Writing onto flash
memories, however, should be preceded by de-
letion operations the unit of which is greater
than that of writing operations.

Such behaviors of flash memories would
make it less unlikely to use them as main
memories and make it hard to impbrt the file
systems designed for hard disks even when
they are to be used as secondary memories.

To hide the deletion operations a middle-
ware (flash translation layer; FTL) between
flash memories and file systems is often used
[4, 5]. Upon the execution of writing oper-
ations, the FTL plays a role of translating the

logical addresses generated by the file systems
into the physical addresses in which deletion
operations already took place in the flash
memories. For a fast address translation, the
translation table uses high performance cheap,
SRAM.

Network file systems are designed so that
hosts can use different file systems such as
FAT by using FTL, then flash memory file
systems can be made to work on real time
databases. Except for being used to work on
real time databases, flash memories are used
mostly as secondary memories. Without using
FTL, the performances of flash memories can
be improved by using a file system such as
Log-structure File System (LFS) [8, 9]. As a
way to design a file system for flash memo-
ries, an exclusive flash file system may be
deployed. An exclusive file system can make it
easier to realize an efficient system without ex-
tra hardware.

2. Related Works

2.1. Yaffs (Yet another Flash File Sys-
tem)

One of the reasons that embedded systems
are often based on LINUX is that the devel-
opers can choose the files systems of their
own interest. Most NOR type file systems use
MTD and JFFS systems, but some report JFES
file systems are unreliable at times. In partic-
ular large size operations cause severe writing
speed deterioration as memory occupation dra-
matically increases. Consequently application
programmers are required of using limited

resources.
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Yaffs file systems overcomes the problems
of JFFS that the memory utilization rate is
lower than that of JFFS2, the improved system
mounting speed is proved. Working on Yaffs,
the goal of this paper is to design a file sys-
tem that reduces the shortcomings of NAND
flash memories instead of increasing the uti-

lization rate.

2.2. Design of Swap-Yaffs File System

As is pointed out earlier, JFFS2 systems are
unreliable as the size becomes large. To deal
with such problems, Yaffs file systems are ap-
pliedon MTD, and the Yaffs file system is de-
signed using the logic based on FTL. One can
refer to the manuals provided by the vendors
of MTD with regard to the installation of
MTD.

This paper suggests a method to minimize
the search area of NAND flash by searching
Swap areas in advance where conventionally
execution files are searched in application
areas in FTL by designating Swap area in
64M byte NAND flash memory.

SWAP-IN File Transtation |
SWAPT OuT Layer

Swap Area ( yaffs }

BASE  : Ox40000

MAX Size : rest

Application Area ( yatfs )
BASE + Ox40000
MAX Size : rest

Compressed Ramdisk Area
BASE : Ox1000Q0
MAX Size : 3 MByte

NAND-Flash
64 MByte

Compressed Kemel Area
BASE @ Ox000000
MAX Size : 1 MByte

SDRAM 64 MByte

(Figure 1) shows the structure of flash
memory with swap partition.

The time to access the application area of
NAND flash memories is minimized when the
write operation is taking place. Write oper-
ations taking much access time would affect
the system, so the swap area is allocated just
for read operations to minimize the write
operations. Such a scheme is based on the
spatial locality of codes stored adjacently in
the memory, and adjacent NAND memory
areas are placed into the swap area that the
time for write operations to search application
codes sequentially from the beginning to copy
to main memory would be minimized.

Swap area can be searched only through
read operations. The efficiency of read oper-
ations in flash memories is comparable to that
of main memory operations.

As figure 2 illustrates, the system by this pa-
per uses NAND flash memory of 64Mbytes, and
at booting time the kernel block in NAND flash
memory is copied to SDRAM to be executed by
the NAND flash controller of MCU (memory
control unit). Only part of the programs in the
application area of NAND flash are copied to
SDRAM and executed. JFFS or JFFS2 supports
NAND type and NOR type flash memories and
show booting performances at 25 sec on
average. They also require 4 Mbytes of SDRAM
when the file system is to be run on SDRAM.

Yaffs file systems support only NAND type
flash memoriesand requires SDRAM of 512
Kbytes. The average booting time is about 3
seconds, thus Yaffs has advantages in space

and time efficiencies.

3. Design of Cleaning Algorithm

Flash memory can be divided into two:
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EZ Boot Working Area
BASE  : OXA100 0000
) MAX Size : rest
g’ OxA100 0000
] EZ Boot Stack Area
BASE  : OxAQF2 0000
Application Area ( yaffs } = | MAXSize: 1M Byte
BASE @ Ox40000 = OxAOF2 0000
£ MAX Size : rest EZ Boot Area
[ =] BASE  : OxAOF0 0000
8 o w MAX Size : 128 KByte
L}- % Compressed Ramdisk Area OxAOF0 0000
[a) BASE  : Ox100000 Compress Ramdisk Area
2 = | MAXSize: 3 MByte BASE  : OxA080 0000
< < MAX Size : 7MByte
< ® | Compressed Kemel Area OxA080 0000
BASE © Ox000000 Compress Kernel Area
MAX Size : 1 MByte BASE  : OxA000 8000
MAX Size : BMByte
OxA000 8000
Kernel Boot Param Area
BASE  : OxAD0O 0100
MAX Size : OxA000 0100
OxA000 0000

(Figure 2) The memory structure of EZ-xb

NOR-type and NAND-type. The former is de-
veloped as code storage such as ROM BIOS
because it supports fast reading speed and Byte
I/O. The latter is cheaper than the former and
is widely used in large capacity processing of
the Embedded linux system. However, in or-
der for Flash memory to use data, Erase oper-
ation which both needs comparatively long
processing time and is performed by block
units is an essential prerequisite. Using Flash
file system is one of the methods to overcome
this obstacle and consist of storage device.

By using NAND-type Flash memory, this
paper designed Flash memory file system
which can guarantee processing time by de-
creasing Erase operation that results in deterio-
rating the system function.

This paper be composed to file system by
making a new i_node structure which can de-
crease Write frequency because this’s can im-
proved the file system efficiency if reduced
Write operation frequency of flash memory in
respect of file system. i_node is designed to
realize Cleaning policy of data in order to per-

form Write operation.This i_node used the cur-
rent i_node structure to register Yaffs flash file
system to VFS. i-node structure of a new file
system composes a new structure in order to
maintain Flash memory information which per-
forms block size, Write capacity, and Erase
operation in a new i_node in order to check
when Write operation is performed to relocate
data which needs Cleaning.

Sot Time-aut
tssue Write 1o Buffer
Command st
Black Addrass set
Yes
Road Status Register o Weits 1o
Buffer Time ot 7

No
# vaid = Yue?

Yes

Wit D12 to Bulfer
Count = Nurmbar of Brock

1F Abon Witte lo
Bufler 7

Yes

(Figure 2) Cleaning Flow chat
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This paper suggests Cleaning algorithm for
Write operation through a mnew i_node
structure. In addition, this paper have made the
oldest data cleaned and the most recent data
maintained longest as a result of experiment
that the recent applied program and data tend
to be implemented again through the concept
of regional and time space which appears auto-
matically when applied program is imple-
mented. Through experiment and realization of
the Flash file system,

4. Performance Analysis and Ev-
aluation

In this chapter, considerations needed to de-
sign systems using NAND flash memories are
examined.

Upon initial booting, the NAND flash mem-
ory controller copies the first block of NAND
flash memory to the RAM inside and execute
the codes.

The Ez-XS5S board used in our experiments
has the same hardware structure as is shown in
figure 2. The program copied into the RAM
copies the kernel stored in NAND flash memo-
ry to DRAM and lets the kemel take lead.
During the execution, the kernel remains in
RAM being ready for execution, but the appli-

cation codes are not all copied into the RAM.
The hardware specification in our setting is
shown in table 1.

The goal of experiments is to compare the
performances between JFFS and JFFS2 and to
measure execution time of Yaffs system and
improved Yaffs system depending on the vary-
ing Swap sizes.

Because the size control of SDRAM is not
what we can do at laboratory virtual size is in-
troduced, and Swap algorithm provided by
Linux file systems is used since Flash memory
systems do not have swap utilities.

(Table 1) Hardware specification

H/W Units

MCU | 400 MHz PXA255 ARM RISC Chip | ARMIO
RAM 6AMbyte SDRAM

ROMIL 512 Kbyte Boot Flash

ROM2 64Mbyte NAND-Flash

Figures 3~6 display evaluations among Yaffs
file system using Swap partitions, pure Yaffs
file system, JFFS, and JFFS2.

In particular, Swap sizes 128Kbyes and
512Kbyes did not lead to performance im-
provements as SDRAM size increases. This
may be that the swap size required by applica-
tions was not big. On the contrary, when the
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(Figure 4) Swap Size 512KByte
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(Figure 7> Application of small memory occ-
upations

swap size is set to 1Mbytes and 2Mbytes, the
performance gains were evident regardless of
the files systems used. As SDRAM size in-
creases, all the file systems showed similar
performances. |

When the swap partition is set to 256Kbytes
and 512Kbytes, only Swap-Yaffs file system
can obtain performance upgrade with SDRAM
size less than 2Kbytes.

The test results signify that using swap file
system can only be beneficial when the memo-
ry requirement is sufficiently high. Thus, it is
thought that using Swap partition is recom-
mended only when sufficient dynamic memory
is to be used.

When multiple application programs are run-
ning, using swap partition can be disadvan-
tageous. Figures 7~10 show the test results of
applying swap partition to all the file systems.
As figure 7 shows, when tested with applica-

(Figure 8> Application of large memory occ-

upations

tions of small memory occupations JFFS2 and
Swap-Yaffs file systems demonstrated efficient
performances.

Figure 8 shows the case of running applica-
tions with higher memory demands. With high
memory tequests JFFS2 outperformed with
SDRAM of 1K byes and Swap-Yaffs followed.

The goal of JFFS2 file system is mainly to
achieve memory efficiency, and thus according
to our experiments, the file system turned out
to be better than Swap-Yaffs system in terms
of memory efficiency. Swap-Yaffs file system,
however, claims system reliability factor.

For the next experiment, Swap partition is
set in flash memory for dynamic memory to
be allocated in the swap area. The system
overhead is caused when the requested data is

‘not resident in SDRAM and Swap partition.

The overhead can be measured by observing
the page faults with varying swap sizes. Once
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after swap partition is set up, the page faults
are observed when the swap algorithm is used
or not used with varying swap sizes. Swap
partition sizes and SDRAM sizes are main-
tained as before.

Figure 9 shows the case without using swap
algorithm, and figure 10 shows another case of
using swap algorithm. As shown in figure 10,
Swap-Yaffs system led to less page faults than
JFES file system but fails to improve over
Yaffs system. JFFS2 system demonstrates clear
improvements. Figure 10 is a result of apply-
ing Swap-algorithm to all the systems, and
Swap-Yaffssystem succeeds to reduce page
faults at the Swap size of 256Kbytes and
shows similar outcomes to those by JFFS2.
Consequently Swap-Yaffs system maintains. the
merit of reliability inherent of Yaffs system,
allows fast initial booting, and achieves effi-
cient memory management comparable to that
of JFFS2.

5. Conclusion and Future Study

The goal of this paper is to design a flash
file system that can compromise merits and de-
merits of previous systems. By adding Swap

B Yaffs

M Swap-Yaffs
DS
aJs2

{Figure 10> Swap on

functions to Yaffs file system, we could wit-
ness speed gains for the applications that use
flash memories where memory management
might not be better than JFFS2.

We made use of the fact that sequential
search in NAND type flash memories is faster
than other memories. More tests can be made
upon the factors including the sizes of applica-
tions and extra memory requirements not used

for program executions.
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