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ARM: Anticipated Route Maintenance Séheme in
Location-Aided Mobile Ad Hoc Networks

Seungjin Park, Seong-Moo Yoo, Mohammad Al-Shurman, Brian VanVoorst, and Chang-Hyun Jo

Abstract: Mobile ad hoc networks (MANET) are composed of mov-
ing wireless hosts which, within range of each other, form wire-
less networks. For communication to occur between hosts that are
not within each other’s range, routes involving intermediate nodes
must be established; however, since the hosts may be in motion, a
host that was part of a route may move away from its upstream and
downstream partners, thus breaking the route.

In this paper, we propose anticipated route maintenance (ARM)
protocol with two extensions to route discovery based routing
scheme: Extend the route when nodes on a link move apart from
each other and they have common neighbor that can be “inserted”
in the path, and shrink route when a node discovers that one of its
neighbor which is not the next hop is also on the same route sev-
eral hops later on. By utilizing only local geographic information
(now a part of some route finding algorithms), a host can anticipate
its neighbor’s departure and, if other hosts are available, choose a
host to bridge the gap, keeping the path connected. We present a
distributed algorithm that anticipates route failure and performs
preventative route maintenance using location information to in-
crease a route lifespan. The benefits are that this reduces the need
to find new routes (which is very expensive) and prevents interrup-
tions in service. As the density of nodes increases, the chance to
successfully utilize our route maintenance approach increases, and
so does the savings.

We have compared the performance of two protocols, pure dy-
namic source routing (DSR) protocol and DSR with ARM. The sim-
ulation results show how ARM improves the functionality of DSR
by preventing the links in the route from breaking. Packets delivery
ratio could be increased using ARM and achieved approximately
100% improvement. The simulations clarify also how ARM shows
a noticeable improvement in dropped packets and links stability
over DSR, even though there is more traffic and channel overhead
in ARM.

Index Terms: Location-aided, mobile ad hoc networks (MANET),
reactive, route maintenance.

I. INTRODUCTION

A network that consists of wireless mobile hosts without any
centralized control point or fixed infrastructure is called a wire-
less ad hoc network [1], [2]. Since these hosts may move, the
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network is dynamic—causing the topology of the network to
change in unpredictable ways. Each mobile host (or node) has
a limited transmission range. Therefore, if a node (source node)
needs to communicate with another node (destination node) that
is not within its range, the source node must find the intermedi-
ate nodes (bridge nodes) that will relay the message all the way
to destination (called a'route or path). Finding and maintain-
ing such routes in ad hoc networks are very challenging tasks
due to mobility of the hosts. Route failure occurs when an in-
termediate node can no longer communicate with its upstream
or downstream neighbor. When a route fails, time will be spent
finding a new replacement route. The term route lifespan refers
to the amount of time the route can function without failing.

A popular classification of the routing algorithms is based on
the time when the route is determined. In proactive algorithms
[3]. each node constantly updates and maintains the routes to
all nodes in the network. Another class of algorithms called
reactive algorithms [4]-[6] start finding routes only when nec-
essary. Recently developed routing algorithms [7]-[9], [23] are
the examples that adopt approach using geographic information
via global positioning system (GPS) or other means. Location-
aided routing (LAR) [7] uses reactive approach when a node in
the network wants to find the position of a destination, and dis-
tance effect algorithm for mobility (DREAM) [9] uses proac-
tive approach by constantly exchanging position information
among nodes of the network. Greedy perimeter stateless rout-
ing (GPSR) [8], [23] introduces a novel method called perime-
ter routing that guides the packet when there is no next avail-
able node in greedy forwarding. Even though both methods use
global flooding to find the destination nodes for the first time,
the position information of the nodes can reduce the consider-
able amount of search space for later search.

The route discovery process in most algorithms uses two
types of control packets: Route request packet (REQ) and route
reply packet (RPY). When a node s wants to send a message to
another node d, s issues a REQ that is flooded through the ad
hoc network. When d receives the REQ packet, it sends RPY
packet back to s informing that the path has been established.
On receiving the RPY, s starts to send the data packets.

Finding a route in wireless networks requires considerable re-
sources (time, bandwidth, and power) because it relies on broad-
casting. Therefore, it makes sense to protect this investment.
However, most of the protocols described above do not put much
effort into path maintenance. Ad hoc on demand distance vec-
tor (AODV) [6] and dynamic source routing (DSR) [4]-retain
only one path from any source and destination pair. When a
link is broken, the upstream node of the link propagates the in-
formation to all source nodes. On receiving the notification of
a broken link, source node can restart the route finding process
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Table 1. Location notation.
Formula | Description
(p,yp): | position of node p at time ¢;
v;(p) velocity of p at time #;
d:(p) p’s direction of movement at time ¢;
|(p,q)|; | distance between p and q at time t;

if the route is still desirable. Temporally ordered routing al-
gorithm (TORA) [2] takes a different approach and maintains
all the paths from source to destination pair and uses the most
promising path for packet delivery. When a link in the path is
broken, alternative paths to the destination will be used with pos-
sible reconfiguration of links according to the height values as-
sociated with each node. The protocols described above start to
search for a new path only after some link is broken, which may
cause unexpected delay in packet delivery. This is not desirable
especially for the systems that support QoS. Route maintenance
problem has keen attention in recent literature [14]-[17].

Contrary to those proposals, we want to use the local infor-
mation only based on anticipation of the failure of routes. In
this paper, we propose anticipated route maintenance protocol
(ARM) that will allow routes to have longer route lifespans with-
out interrupting service by replacing as unsafe link with stable
one(s). The approach is best integrated with reactive routing
algorithms for hosts that have geographic location information.
In ARM, a predefined value T (expected time to find replace-
ment link(s) for a unsafe link) is very important. We have sim-
ulated the performance of two protocols, pure DSR and DSR
with ARM, and the simulation results show how ARM improves
the functionality of DSR by preventing the links in the route
from breaking. Packet delivery ratio could be increased using
ARM maintenance and achieve approximately 100% improve-
ment. The simulations clarify how ARM shows a noticeable
improvement in dropped packets and links stability over DSR,
even though there is more traffic and channel overhead in ARM.
The overhead could be controlled by choosing the right value for
T which depends on the node density in the network. After all,
we have found that ARM is an efficient scheme in wireless ad
hoc networks because of its preventive action to save the links
before we lose any packet.

This paper is organized as follows. Section Il introduces back-
ground (notation) of the ARM scheme. Section III introduces
the ARM scheme in details. Section IV explains the simulation
environments. Section V shows the detailed simulation results.
Finally, Section VI makes a concluding remark and mentions
further research.

II. BACKGROUND

A. Notation

Quite often, a node (source node) s wants to send a packet to
another node (destination node) d that is not a neighbor of s. For
a successful transmission there must be a series of bridge nodes,
b1, b2, - -, by, that relay the packet from s to d. These ordered
set of nodes (s = bg, b1,ba, - ,bym,d = by,yy) is referred to
as a path from s to d and denoted as P(s, d). A link connecting

Fig. 1. Node p and ¢ are in range of each other, but their movement will
cause their link to break. Node r can bridge the gap. B, and B, are
the locations p and g will be at when the link breaks.

two consecutive bridge nodes b;, b1, is denoted as (b;, b;11).
We use p > ¢ to indicate that node ¢ appears later than node
p in the path. For any two neighbor nodes, b; and b;1, in a
path, b; is called upstream of b,11, and b; 1 is downstream of
b;. Note that every bridge node, b;, has exactly two neighbor
nodes, b;_1, b;+1, in the path. We assume that all nodes are in
2D plane. Some of the values related to nodes in the location-
aided mobile networks are shown in Table 1.

Note that the speed and direction of a node can be deduced
from the position of the node at time ¢; and ¢;,;. Nodes p and
q are said diverging at time i, if |(p, ¢)|; < |(p, q)|i+1, and con-
verging otherwise. Refer to Fig. 1. Let R, and A, denote the
radius and the area of the transmission range of node p, respec-
tively. Link (p,q); is said to be in an unsafe state if it is pre-
dicted to break in time less than or equal to 7" (the value of T’
is described in Section HI). We predict a link (p, ¢) to break if
it meets two conditions: 1) |(p, ¢)lixr > R, and 2) d;(p) and
d;(q) are diverging. (The expected time that the link will break
is the same for both p and q.)

B. Previous Work

Lee and Gerla [18] proposed AODV-BR algorithm. This al-
gorithm utilizes a mesh structure to provide multiple alternate
paths to existing on demand routing protocols without producing
additional control messages. Data packets are delivered through
the primary route unless there is a route disconnection. When a
node detects a link break, data packets can be delivered through
one or more alternate routes and are not dropped when route
breaks occur. Route maintenance is executed utilizing alternate
paths. In this algorithm, the alternative route is utilized only
when a primary link is broken while, in our proposed scheme,
the route is dynamically established before a link is broken.
Therefore, message delay will be less in our scheme. Further,
their scheme may not work if the alternative route fails as well.

Li and Mohapatra [19] introduced LAKER, a location-aided
knowledge extraction routing. This approach reduces the flood-
ing overhead in route discovery by extracting knowledge of the
nodal density distribution of the network and remembering the
series of locations along the route where there are many nodes
around. However, this scheme does not deal with route mainte-
nance.
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Stojmenovic et al. [20] proposed depth first search and lo-
cation based localized routing and QoS routing in wireless net-
works. This scheme considers a connection time (estimated life-
time of a link) as a QoS criterion. Here, the method for esti-
mating time of disconnection was mentioned, and the method is
similar to ours.

Stoimenovic [21] proposed location update scheme for effi-
cient routing in ad hoc wireless networks. Here, location up-
dates are done when a certain pre-specified number of links in-
cident to a node have been established or broken since the last
update. The paper claims that distance based updates and move-
ment based updates may have limited usefulness in ad hoc net-
works. It suggests an update when a certain pre-specified num-
ber of links incident to a node have been established or broken
since the last update. In our proposed scheme, an expected time
to replace link(s) for a unsafe link is used instead of the number
of links established/broken.

Stoimenovic [22] reviewed many position based routings in
ad hoc networks. The accuracy of the destination’s position
is an important problem to consider for efficient routing. It is
shown that routing protocols that do not use geographic loca-
tion in the routing decision may not be scalable. It is likely
that only position based approaches provide satisfactory perfor-
mance for large networks. Greedy mode routing was shown to
nearly guarantee delivery for dense graphs, but to fail frequently
for sparse graphs since the destination is also moving and it is
not clear where to send message. The routing process is con-
verted from the greedy mode to recovery mode at a node where
greedy mode fails to advance a message toward the destination.
Our proposed scheme is scalable since the scheme is based on
distributed, local geographic information.

1. ARM: ANTICIPATED ROUTE MAINTENANCE
SCHEME

In this section, we present an algorithm that efficiently main-
tains the paths that are already established, despite the move-
ment of the nodes. The assumptions we make are:

1) A reactive routing algorithm exists. The LAR can be a can-
didate because it uses geographic information and reduces
the need for flooding. More candidates based on Voronoi
diagram and convex hull are shown in [24].

2) Each node knows its current position, speed, and direction
of moving (i.e., with GPS).

3) Each node maintains a table that contains the positions,
speeds, and directions of movement of all its neighbors.

4) Each node also maintains a route table that contains all
routes passing through it. The content of the table includes
the addresses of the route source, destination, and upstream
and downstream nodes for each route.

5) Each node in a route knows its order in the route based on
hop count.

6) All links are bidirectional and all nodes have the same trans-
mission range.

7) The links of candidate nodes for expand and shrink routines
(explained later) are not broken during the execution of the
routines. Also, the batteries of the candidate nodes are not
drained out during the execution of the routines.

Fig. 2. Expand algorithm finds node r to fill gap between p and g, allow-
ing path to stay alive. Node r’s communication range is represented
by the circle.

Not all of these assumptions are strictly necessary, for ex-
ample, 6) above can be relaxed if every pair of neighbor nodes
select only bidirectional links between them by handshaking.

Based on local geographical information stored at each node,
the proposed algorithm, ARM, predicts any route failure due
to node movement, and therefore, is able to perform dynamic
route maintenance. ARM consists of two routines: Expand and
shrink. We explain each routine in detail below.

A. Expand Routine

Since nodes in ad hoc networks are migratory, if two adjacent
nodes in a route move out of each other’s transmission range,
then the link is broken, and so is the route. Let p and ¢ be up-
stream and downstream nodes of an unsafe link, respectively.
The main function of the expand algorithm is to prevent the
route from breaking (thus saving the network from having to
undergo an expensive search for a new route). To do this, we
must find additional bridge nodes between p and ¢ before the
break occurs and adjust the route accordingly. Refer to Fig. 1.

Suppose link connecting node p and node ¢, p > ¢, becomes
unsafe at time ¢, and is estimated to break at time ¢;. Since
each node has a table containing information about all neighbor
nodes, node p selects a bridge node r from A, N A, at time ¢,
which is shown in Fig. 2. (This region can be calculated based
on the geographic information of p and g.) Then, just before the
disconnection of the link, node p informs node r that r has been
chosen as part of the route. Note that since g is still in the range
of p, it can listen to the notification from p to r, and prepares to
receive packets from r. Therefore, after ¢ moves to position ¢,
the new route willbe (s, ,p,r,gatq’,--- ,d).

In general to achieve long lifespan of paths and prompt de-
livery of packets, a bridge node, b, for (p,q) should be cho-
sen such that the two resulting links (p, b) and (b, ¢) last longer
than the results of other choices. Therefore, for all nodes
bi,bo, - ,bm € Ap N A, the chosen bridge node should
satisfy max(min(lifespan of (p, b;), lifespan of(b;, ¢))), for all
b; € {b1,ba,--- ,bn}. (Lifespan can be calculated using for-
mula in Section III-A.2.) If the chosen node is “busy” by being
part of many paths already, the node forming the links with the
next longest lifespan can be selected. Further enhancement on
this topic will be discussed in Section III-C.
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If there is no bridge node available in A, N A,, then there are
two possibilities to save the route: 1) Find a route from p to ¢
when ¢ will be at location (x4, y4)s using multiple nodes or 2)
find a route from p to ¢’s downstream neighbor that does not use
q at all (a partial new path). We devote our research to Case 1,
as our simulation shows that this has more payoff. Case 2 can
be performed by simply using the existing routing algorithm and
will not be discussed here.

To do Case 1, we must select a bridge node that is outside of
Ap N A, at time t;, because no node is available in this intersec-
tion. We are looking for two bridge nodes, b; and b2, that will
form a path to q at (x4, y4)5- Node b; must be within the range
of p now, so p will broadcast a control message to all nodes in
it’s range requesting a reply if they have a neighbor by that will
be in position to talk to g at (z4, yq)s. If there are nodes b; and
b, that fulfill these requirements, we can form a bridge path p,
b1, by, that will keep the link alive. Node p then notifies by,
which in turn notifies bo, of the new link. If p is unsuccessful
in fixing the anticipated failure, p has the option of notifying
another node j, where 7 > p, of the failure and allowing it to
execute the expand algorithm.

Al 'Deciding When to Invoke Expand

A bridge node has to be chosen before the link is broken in
order to keep the packet flow from being interrupted. An impor-
tant question to answer is when the bridge node is chosen and
starts to receive/send packets to next node in the path. Recall
that link (p, q); is said to be in an unsafe state if it is predicted
to break in time less than or equal to 7. T is the estimated
time it would take to find the necessary bridge nodes and de-
pends on not only the density of the network around p and ¢
but the speeds of p, g, and all their neighboring nodes. T is an
experimental value from an average time to fail (TTF) from all
the nodes. As the network becomes sparse, the value of T gets
larger. This is because if network is sparse, and therefore no
node is available to be a bridge node for (p, g), then p has to
inform its upstream node in the path to find a new path to g or
¢’s descendents. Since this process may take longer time than
p’s finding a bridge node, T should be larger. In Section V, we
will report our simulation results based on various values of T'
inversely proportional to the number of nodes in p’s range. Note
that whenever a link becomes unsafe, the expand routine is in-
voked and executed, regardless of whether the path is currently
being used for communication or not.

A.2 Determining the Position When a Node Becomes Unsafe

As shown in Fig. 1, suppose current positions of two neighbor
nodes p and ¢ at time ¢; are p; = (Tpi, Yps) and q; = (Tgs, Ygi)s
respectively. B, (Bp, resp.) is the intersection point of d’s
(dp’s, resp.) trajectory and boundary of A, N A,, i.e., where
node g will leave the range of p and break the link. The positions
of p and ¢ at time ¢;, where j > 4, become p; = (zp;, Yp;)
and-q; = (Zq5,Yq;), Where z,; = xp; + (t; — t;)vpcosf,
Ypj = Ypi + (tj — ti)vpsing , xg; = xg + (t; — ti)vgcos
and yg; = Yqi + (t; — ti)vg sin a. (0 and « are angles of dj, and
dg, respectively, measured in polar coordinate system.) Let R be
the transmission range. Therefore, the time for node p (q, resp.)

to reach B, (B, resp.) from current position is T, 5 (I8, resp.)
= SQRT (R? — (zpi — 34i)(Tpi — Tgi +2) — (Upi — Yqi) (Ypi —
Yqi+2))/ (v, cos 0 —v, cos a)? + (v, sin § — v, sin a)?), i.e., the
amount of time left until the break will occur. Therefore, with
the given value of Ty (recall that T, is the predefined amount of
the time taken for link (p, g); from unsafe state to broken state),
the position of node ¢ = (4, y,), where ¢ falls into an unsafe
state, is zg = 24; + (Typ — Tg)vpcosa , yq = Yq + (Typ —
Tq)vpsina.

A.3 Managing Path Length

It is possible that the expand routine can lead to very long, but
useable, paths. We propose a simple heuristic by which a source
node may choose to find another path. Suppose source node, s,
knows the number of hops, H, on it’s path to destination, d. (To
find H, s may need to send a control message to d, and have
it returned.) Let R4y ¢ be the average transmission ranges of
nodes in the network. If H x Rayg > r x |(s,d)|, where r
is a predefined value to prevent the paths from becoming un-
necessarily long, it is better to abort the path and rebuild it. Our
simulation results show that the proper r value lies between 1.5
and 2, and in our experiments traffic reduces as much as 17%.

B. Shrink Routine

The shrink routine handles the case where bridge nodes in a
long path have come close to each other, allowing for a possible
shortcut. This optimization is useful in general, but also serves
to help “prune” paths that may become long due to the expand
phase.

The shrink algorithm requires that each node record its posi-
tion (in terms of hops) for each route it is a part of. That is to say
that a route with n nodes, has hop-positions 0,1,2,--- ,n — 1.
If a node n; is in position j, of the route it stores value j x 1000
as it’s position in the route. (The reason for the multiplication
will be explained later.) We call this value the position-in the
routing order.

In order for the shrink phase to work, nodes must exchange
some route table information when they come within range of
each other. Specifically, when two nodes n; and n; come within’
range of each other, they will exchange control packets that con-
tain the routes they are a part of, and their position in the routing
order. If nodes discover that they are both part of the same path
then they are called friend nodes.

There are two cases for shrinking the path. The easiest (and
probably most common) is if two (and only two) nodes discover
that they are friend nodes at the same time. If n; and n; are
friend nodes they can shorten the path by directly routing from
one another (skipping 1,11, 7442, - ,7j_1). A more patho-
logical case exists when several nodes determine they are all
friend nodes at the same time. If there are f friend nodes, we
could pick (f? — f)/2 different shortcuts. However by pick-
ing the node earliest in the path and making a route to the node
latest in the path (using the position in routing order) will be
the best shortcut. For example, if nodes p, ¢, and r with route
positions 3000, 8000, and 11000, respectively, all discover that
they are friend nodes at the same time, and node p should route
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d

s q Y

Fig. 3. Shrink case with three friend nodes. Node p will shortcut to .
This will reduce the path by six hops.

directly to node r to skip the most intermediate bridge nodes.
This is shown in Fig. 3.

In order to allow for intermediate nodes that were not a part
of the original route (i.e., due to the expand algorithm), we must
assign to them a position in the routing order. By multiplying
the hop count by 1000, we allow considerable resolution for this
to take place. Consider two nodes that are a part of a path, p and
s, which have positions in the routing order of 4000 and 5000
respectfully. Imagine p and s are moving such that they need a
bridge node between them. Two nodes g and r are found that
can fill this role (resulting in the path p, ¢, r, ). We must give
q and 7 positions in the route order so that their relative position
can be determined. We can assign ¢ to have position 4333 and r
to have 4666. If later on a bridge node is needed between p and
q, g and r, or r and s, there is sufficient room to select one.

C. Communication Requirements for ARM

ARM does not require much additional overhead to accom-
plish its task. During expand, a node must only communicate
to its upstream and downstream neighbor its velocity and direc-
tion of movement. After initially communicating this informa-
tion, it need not communicate this information again unless it
changes direction or velocity significantly. By limiting these ex-
changes to only required updates, this communication happens
infrequently. If a node is in an unsafe state, it will need to locate
another node within its broadcast range to bridge the potential
break. This communication is with nearest neighbors and is only
done when needed. Using this approach, ARM does not require
scheduled periodic communication.

The communication for the shrink routine only happens when
two or more nodes come within range of each other, when pre-
viously they had been separated. This communication is only
among nearest neighbors, and strictly speaking is only neces-
sary to take advantage of the shrink algorithm benefits. Expand
and shrink can operate independently of each other.

D. ARM and T Value

The ARM protocol runs periodically in every node. First, it
calculates the expected time that the link connecting its down-

Source S

Destination D

(sec) S-N1 NI-N2 N2-N3 N3-N4 N4-D
1 I~ r r I~ I
3 4 - - I~ r
5 v r v [l I
7 v v v r~ i
9 v v v v T~
11 v | 1 M T
13 W I I |4 4
15 v V WV v v
20 v v v | I
I~ ARM expand will not satisfy the conditions so it will not do the
maintenance.
¥ ARM will run.

Fig. 4. An example of various T values and their effects on route main-
tenance.

stream node would break. Then, if this time is less than or equal
to predefined value 7" (expected time to recover from failure in
worst case), the ARM-expand will perform the expand routine
and try to find a bridge node before a failure occurs and con-
sequently without any interruption in service. Fig. 4 shows an
example of a simple path in an ad hoc network. Here, a number
corresponding to a link is the expected TTF for the link. The ef-
fect of changing the value of 1" on the running of ARM-expand
is shown in the figure. Suppose that we choose a large value for
T, the network is assumed to be sparse. We need a large time
to find a new bridge, so ARM-expand will be active most of the
time and maintaining the routes from failure. When we choose
T = 20, TTFs of all hops will be less than 7" and ARM-expand
will perform maintenance and run for each hop. If we choose a
small value of T (for example, ' = 1), we can see that no TTF
will be less than T, so ARM-expand will not run this time. Note
that the actual time to recover the route is not known and diffi-
cult to measure. Therefore, we can use ARM-expand to measure
the estimated time to recover the route.

The question arises why we do not assign T a large value and
make ARM always perform the maintenance. If we choose a
large value for T, ARM will expand routes that are stable and in-
crease the path length (add redundant nodes). In addition to per-
forming maintenance, the ARM needs to send control packets,
which will increase the channel overhead. On the other hand,
if we choose a very small value for T, ARM may not perform
the expand routine in most cases, and therefore no performance
improvement due to failure avoidance is expected. Thus, one
motivation of simulating ARM is to find a proper value of T,
and consequently to show how ARM can improve any routing
algorithm, especially DSR.
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Fig. 5. Dropped packets for ARM and DSR with increasing number of nodes (V) with increasing expected recovery times (T): (a) N = 50, (b)

N =40, (c) N = 30, (d) N = 20, (&) N = 10.

IV. SIMULATION ENVIRONMENT

In our simulation model, ns-2 is used [10]. It is a discrete
event simulator developed at UC Berkeley where networking
research is targeted. ns-2 provides substantial support for sim-
ulation of TCP, routing, and multicast protocols, such as UDP,
TCP, RTP, and SRM over wired and wireless (local and satellite)
networks.

To compare the performance of pure DSR (will be referred to
as just DSR) with ARM on top of pure DSR (will be referred to
as just ARM unless otherwise specified), a hypothetical network
is constructed for the simulation purpose and then monitored for
different number of parameters, such as the number of mobile
nodes, movement speed, and expected time to recover 7. We
simulate our model for different number of mobile nodes, from
10 to 50, with 10 nodes incremental. Speed is also varied at
the range of 5 to 70 km/h. Each mobile node in the MANET is
assigned an initial position within the simulation area of 670 x
670 meters. The simulation takes place for 900 second for every

run. Nodes are normally distributed when initialized and the
initial position for the node is specified in a movement scenario
file created for the simulation using a feature within the ns-2.
The nodes randomly move within the simulation area. During
the simulation, every node is in a continuous movement (i.e.,
zero pause time) to resemble the real highly dynamic network
and to evaluate the ARM.

During the simulation, each node can send and receive pack-
ets at a random pattern, that is, a node can send a packet at any
specified time scheduled by the simulator but can not receive
while it is in a sending mode. Each node is equipped with a
single transceiver radio antenna that can either send or receive
packets at a time but not both. With a bandwidth of 2 Mbps, this
has no lagging effects to our simulation results because the node
traffic generator used here is a typical constant bit rate (CBR). It
is programmed to generate four packets every second with max-
imum packet size is 4 kB. Thus, during only 64 millisecond per
second, the node transceiver can be busy sending its own pack-
ets. Most of the time the node will be listening to the media to
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receive and forward packets for the network.

The radio transmission range for a node covers a circle of a
radius of 50 meter, and the MAC layer uses IEEE 802.11 proto-
col with carrier sense multiple access with collision avoidance
(CSMA/CA) as shared media access protocol to avoid the hid-
den terminal problem [11]. When a node wants to send a packet,
it sends first a short ready-to-send (RTS) packet to the receiving
node, the receiving node in turn will reply with a clear-to-send
(CTS) packet to inform the sending node it is ready, and then the
transmission takes place. When the transmission successfully
takes place, the receiver sends an acknowledgement (ACK) to
inform the sender upon reception [12]. The simulation is event-
driven, and all the simulation events will be logged in a trace file
and then processed using tracegraph software [13] to extract the
needed statistics.

In this simulation, we will study some performance metrics
to compare the ARM with the standard DSR. The following are
the main metrics to be used:

e Number of dropped packets which is an indirect measure to
the number of disconnections occurred between the nodes
during the simulation.

e Number of dropping nodes which measures the actual num-
ber of the nodes that show a disconnection during the data
transmission.

e Average path length in hops to measure the effect of ARM
on the path length and the packet delay.

There are other metrics we will consider in addition to those
mentioned above, but we will give a clear explanation later when
we use them.

V. SIMULATION RESULTS

A. Number of Dropped Packets

In the first part of the simulation, the number of dropped pack-
ets for both DSR and ARM is shown in Fig, 5 with varying node
speed for different number of mobile nodes and variation of ex-
pected time to recover 7. In all figures in this section, five dif-
ferent T values (1, 3, 5, 7, and 9) are simulated for ARM.

It is clear from the figure how the various node speeds can
affect the number of dropped packet for both DSR and ARM.
As the speed increases, the number of dropped packets will in-
crease, but ARM shows an improvement by changing the value
of T' (the expected time to find new bridge node in worst case).
As we increase the " value, the number of dropped packet de-
creases. The result holds regardless of NV, the number of nodes.
This is logical because the expand routine in ARM will fix the
route by inserting bridge node, if the link connecting down-
stream node is detected to break within a period of time smaller
or equal to T'. Thus, it we assign a large value for T, the rou-
tine will run most of the time and expand the routes by inserting
bridge nodes because all the links will satisfy the condition (TTF
< T). On the other hand, the small value of 7" will prevent the
expand routine from running, i.e., TTF > T. In this case, real
maintenance protocol will be the same as DSR; this will lead
curves for ARM to come close to DSR because our base proto-
col for ARM is DSR.

The shrink routine in ARM has no effect on the number of
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Fig. 6. Dropped packets for ARM and DSR with various N and 7.

dropped packets in the network, because its only function is to
reduce the path length by pruning any unnecessary nodes and
shorten the path length. If ARM-shrink makes any route unsafe,
ARM-expand will fix this and convert it to safe.

Another interesting observation from the simulation result is
how the number of nodes in the network affects the choice for
best value of T. Refer to Fig. 6. The smaller is the number of
mobile node, the larger is the time to find new route because the
network becomes sparse and no bridge node will be available to
prevent the route failure. For example with N = 20, we can see
that the number of dropping packets after T = 7 does not show
much improvements. Here, the actual value of T, the recovery
time for the link break is slightly less than 7 sec. Actually, there
is difficulty to measure the exact value due to many factors such
as the uncertainty of node direction, position accuracy from GPS
system, and transmission fading loss. For another example with
N = 40, we can see that the continuous, sharp decrease in the
curve until the value of T"is 5. After 5, the curve shows stability.
The value of this “border” point relies upon the actual value for
time to recover, to be more specific, it is slightly greater than
the actual value. In our simulation, results show that the value
of T' is between 3 and 5 when N = 40, between 5 and 7 when
N = 30, and between 1 and 3 when N = 50.

B. Number of Packet-Dropping Nodes

In this subsection, we will study the number of the packet-
dropping nodes relative to mobile node speed and the variable
T. As we mentioned earlier, the value of T is correlated with
the network topology and nodes density. Refer to Fig. 7.

In the figure, it can be observed that the larger the number
of nodes is, the smaller the ratio of packet-dropping nodes is
for both protocols. For example, when N = 10 at speed 70
km/h and T' = 1, we can see that nine out of ten are drop-
ping nodes, that is, 90% of the nodes has dropped at least one
packet, while ten out of ten (100%) are packet dropping nodes
with DSR. By changing N to 50 nodes with the same configu-
ration as above (1" = 1), both protocols show an improvement
in packet-dropping nodes number. Here, ARM shows 34 out
of 50 (68%), while DSR shows 33 out of 50 (66%), nodes are
packet dropping. With N = 50 and T' = 9 with the same speed,
ARM shows only 11 out of 50 (22%) nodes are packet-dropping.
Thus, with the same configuration, ARM can reduce the packet-
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Fig. 7. Number of packet dropping nodes for ARM and DSR: (a) N = 50, (b} N = 40, (c) N = 30, (d) N = 20, (¢) N = 10.

dropping nodes to one third relative to DSR if we choose larger
value for T'. Also, we can see from the plots above that the
difference between curves becomes smaller as the number of
the nodes in the network decreases i.e., the distance between
DSR curve and ARM curves becomes smaller and sometimes
the curves intersect.

C. Average Path Length

Next, we will study the effect of the ARM maintenance pro-
tocol on the average path length in hops between sender and
receiver nodes since the longer path will lead to longer packet
delay. As discussed before, the ARM-expand routine may in-
crease the lengths of paths between the sender and receiver by
adding more nodes to the paths (more hops), while the ARM-
shrink routine tries to shorten the route by trimming the redun-
dant hops.

Refer to Fig. 8. We can see, by increasing the number of

nodes, the path length will increase gradually. It is reasonable,
as the number of nodes increase, the ARM expand routine may
find more available nodes within the transmission range of the
upstream node to insert in the link with its downstream node.
Thus, more nodes are expected to be pushed in the route to
avoid the service failure. On the contrary, with a small num-
ber of nodes in the network, the upper stream node may not find
any available node within its transmission range to fix the route.
Thus the path length will not be affected, but this leads to higher
probability of link failure. Another result we can see is that, by
increasing the speed of the mobile node, the average path length
will increase. Since the probability for time to recover (1) to
exceed TTF for the links is high (high mobility makes TTF be
small), the ARM-expand will be in duty to push bridge nodes
continuously.

As the T value increases, many bridge nodes will be inserted
into the paths by ARM-expand routine, which will cause the
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ARM curve to exceed the DSR curve. In our simulation, DSR
curve resides between the ARM curves for 7' = 1land T = 3
in most of the plots. With T" = 1, average path length in ARM
protocol is less than that of DSR, whereas it is opposite with
T = 3 or above.

Now let us have a look on the effect of ARM-shrink on the
path length. Since the path may become quite long due to ARM-
expand routine, ARM-shrink will shorten the path by pruning
the unnecessary links in the path.

When T is chosen to be large, ARM-expand will be on duty,
and regardless of the value of T, the ARM-shrink will be also
on duty. With that large value of 7', ARM-expand may increase
the path length continuously and this leads to longer path length,
whereas the ARM-shrink will prune the path and eliminate any
unnecessary link, if found. However, ARM-shrink will not elim-
inate any bridge nodes inserted by ARM-expand if it causes any
interruption in service to achieve QoS. The number of nodes

added to the path is usually greater than the number of nodes
eliminated by ARM-shrink.

When T is chosen to be very small it will lead the ARM-
expand not to satisfy the condition (TTF < T'), and the path
length will not be affected by ARM-expand. However, ARM-
shrink is always on duty, so the path will be shortened by ARM-
shrink, whenever applicable. This is the reason why ARM
curves for path lengths are distributed below and above the DSR
curve. We can see that when T = 1, ARM curve resides below
the DSR regardless of number of mobile nodes, and as the value
of T increases, the ARM curves move up and exceed the DSR
curve. With T' = 9, the average path length in ARM is around
the twice of the DSR path length.
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Fig. 9. Application layer statistics for various values of T'.

D. Application Layer Statistics

In this subsection, we will show the application statistics for
the same ad hoc network. Refer to Fig. 9. Here, the number of
nodes in the network is 50 with the average speed of 20 km/h.

The figure shows that how efficient ARM is in terms of the
number of both dropped and lost packets. Lost packets are dif-
ferent from dropped packets and defined as packets sent by the
source and never received by the destination. With the same
number of generated packets, we can see that the DSR can
achieve a packet delivery ratio of 79.7% while ARM shows a
better packet delivery ratio that ranges from 83.3% at T = 1 to
97.7% at T = 9.

We have noticed how the large value of T' can increase the
packet delivery ratio, but that does not mean that choosing a very
large value for T' is always good. After a certain value of 7T, the
improvement in network performance is negligible. In addition,
a large value of T' means more traffic and more overhead in the
network as we will explain next.

The overhead for ARM will be clear if we turn to study the
MAC layer statistics. In order to expand the route we need to
send a packet to the neighbor nodes and receive the reply from
the nodes that received the packets, and then inform the down-
stream with the change. In addition, we need to send an ac-
knowledgment for the bridge node. All theses packets produce
more traffic and increase the overhead on the shared medium.
Shrinking the routes needs the nodes to exchange some rout-
ing table information when they close within the range of each
other, and this information exchange will increase the channel
overhead. Next, we will compare the data on MAC layer.

E. MAC Layer Statistics

Fig. 10 shows the amount of MAC layer packets for both DSR
and ARM with different values of T'. It is based on 50 mobile
nodes with a fixed speed of 20 km/h. Here, the number of MAC
packets in ARM is much greater than that in DSR. Specifically,
for routing packets the ARM will send more route request than
DSR due to the longer paths, and so will the reply packets by
the same reason. RTS/CTS/ACK are exchanged between sender
and receiver nodes for reliable delivery of the packets. In ARM,
these packets are more than those in DSR. For example, when
T =9, the RTS in ARM is almost twice compared to DSR.
The data packets in MAC layer in DSR are more than those
in ARM. As explained earlier, DSR shows more frequent link
failure; thus, there are more data packets dropped and lost in
DSR, and more data retransmission is required in DSR. Next,
we will compare the data on network layer.

F. Network Layer Statistics

Refer to Fig. 11. The number of overall packets in ARM is
greater than that in DSR. Note that the number of route error
packets in ARM is less than that in DSR due to more packet
losses in DSR that need to be fixed and notify other nodes about
the faulty connection. On the other hand, the total number of
both route request packets and route reply packets in ARM is
larger than that in DSR, although the ARM sends request to find
a bridge only to the node neighbors who can be reached in one
hop request. In this case, every neighbor will reply to this re-
quest. Therefore, the total number of routing packets in ARM is
larger than that in DSR.

G. Number of Breaks

In this and next subsection, we varied the number of nodes
and transmission range (50 or 75 units). We assume that path
lifespans range 2-10 timesteps that is relatively short. There-
fore, efficient route maintenance is critical. Fig. 12 shows the
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Fig. 12. The number of potential link failures that can be adverted with
the expand algorithm increases as the network density increases.
Results for nodes with a broadcast range of 50 and 75 are shown.

percentage of breaks that can be saved when using a broadcast
radius of 50 and 75 units. Here, the expand routine can save
from 30% to 100% of the breaks depending on node density.

H. Number of Nodes Involved in Flooding

An important savings from route maintenance is avoiding the
cost of flooding needed to find a new route. We computed the
number of nodes that would participate in a flood-based route
discovery from the source in the event of a failure. We lim-
ited the range of the flood to a depth of 5, and only counted
each node once (although a node may receive multiple flood
messages from neighbors). As network density increases, the
number of nodes participating in route-finding flood increases,
as shown in Fig. 13. To summarize, as the number of nodes in-
creases, the chance to successfully perform route maintenance
increases and so does the savings.
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Fig. 13. Number of nodes participating in flooding with depth of five
increases rapidly as the density of nodes increases. Results are
shown for nodes with broadcast range of 50 and 75.

VI. CONCLUSION AND FUTURE RESEARCH

In this paper, we have proposed an efficient route maintenance
protocol. By utilizing only local geographic information (now
a part of some route finding algorithms), a host can anticipate
its neighbor’s departure and, if other hosts are available, choose
a host to bridge the gap, keeping the path connected. We have
presented a distributed algorithm that anticipates route failure
and performs preventative route maintenance using location in-
formation to increase a route lifespan. The benefits are that this
reduces the need to find new routes (which is very expensive)
and prevents interruptions in service. As the density of nodes in-
crease, the chance to successfully utilize our route maintenance
approach increases, and so does the savings.

We have compared the performance of two protocols, pure
dynamic source routing protocol (DSR) and DSR with ARM.
The simulation results show how ARM improves the function-
ality of DSR by preventing the links in the route from break-
ing. Packets delivery ratio could be increased using ARM and
achieved approximately 100% improvement. The simulations
clarify also how ARM shows a noticeable improvement in
dropped packets and links stability over DSR, even though there
is more traffic and channel overhead in ARM. The overhead
could be controlled by choosing the right value for T° which de-
pends on the node density in the network. After all, we have
found that ARM is quite effective for route maintenance in the
ad hoc networks because of its preventive action to save the links
before we lose any packet. While the ARM-expand routine tries
to add nodes in the route, the ARM-shrink routine trims any un-
needed hop leading to shorter and usable path.

The proposed scheme is simple to implement and scalable
since the scheme is based on distributed, local geographic in-
formation [22]. Even though ARM has been implemented on
DSR in this paper, it could be added to any routing algorithm
that operates based on location information. In this paper, we
assumed all paths are bi-directional (since all links are assumed
bi-directional). In the real world, transmission range of sending
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and receiving nodes can be different. Therefore, the research
based on unidirectional links would be interesting.
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