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Realization of the Concept of Responsiveness into a
Computer System Using the Blackboard Architecture
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1. Introduction

Many people talked about a cdmputer system responsive to the user’s needs [8, 10, 20,
211. However, they didn’t provide ekact meaning of responsiveness and any prototype
responsive system. This paper is about the concept of responsiveness in computer systems.
This paper discusses the conceptual background of the concept and a prototype responsive
system called MSLTRAIN.

The term responsiveness comes from the human world. Responsiveness is a valuable
property human beings or groups of human beings have shown for their success. We can
think of lots of examples: responsive secretaries to their bosses[4], responsive nurses to
their patients[17], responsive salespeople to their customers[9], responsive governments to
their people[27], responsive schools to the parents of their students[12], responsive teachers
to their students(23], etc. For example, a responsive secretary is willing and able to listen
to and understand the boss’s needs and provides appropriate and timely services.
Responsiveness implies a reasoning process occurring inside the human being. I we
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define the process and transfer it to computer systems, we can have computer systems
responsive to the user’'s needs.

When we talk about responsiveness, we assume there are two components: a responsive
server(computer system) and a receiver to which the server is responsive(user). The goal
of responsiveness is to satisfy the user's needs by providing appropriate responses. This
paper explains the responsiveness process and presents a prototype responsive system into
which the responsiveness process has been implemented.

2. The Responsiveness Process

Responsiveness is a property of the server toward the user. In computer systems, we
can think of two kinds of situations in which the user’s needs changes: 1)different users
are using the system, and 2)the same user is using the system at different times. If the
system’s response doesn’t evolve as the user’'s needs changes, then we need change the
state of the system to match the changed needs of the user. Usually system designers do
the change process, which limits the capability of the tool to respond to changes in the
user’'s needs. If we transfer the role of the designer to the system, it will improve the
system’s capability to respond to the changes. Responsiveness implies the system’s
automatic change in the system’s projection, by changing its state to match the change in
the user’s needs caused by the change in the user’s state.

Responsive process is a process to infer the user’'s needs and provide responses
appropriate for the user's needs. I divide the process into four stages: observing,
understanding, interpreting and implementing. With these four stages, the responsiveness
process is continuous and cyclic. This cyclic feature of responsiveness implies learning
about the user. As the cycles go on, the server learns about the user and uses that
knowledge in later reasoning. This learning aspect is vital for responsiveness.

2.1 Observing

Responsiveness starts from observation. By becoming a better observer, a responsive
secretary can draw conclusions that will enable him or her to anticipate certain actions(4].
The responsive secretary observes the boss and the surrounding environment. From the
observation, the secretary gets data about the boss. Observation is gathering data about
the user with all perception devices. The issue here is what to observe and how to
observe. The secretary knows what is important to the boss and therefore knows what to
observe about the boss. The secretary has observing devices such as eyes, ears, feeling,
etc. and has observing management processes such as a regular review of the boss’
calendar.

In. computer systems, the primary way of observing is monitoring the user’s interaction
with the system. Monitored data can be used: in diagnosing and providing the user
appropriate aid, in aSsessing user performance and user satisfaction, etc.[20]. Other
primitive forms of observing may be possible. For example, Starker & Bolt[26] use
eye-tracking to monitor the user looking at a graphics screen in a gaze-responsive
information display system. Computer vision and speech recognition will extend the
meaning of observation in terms of both what to observe and how to observe in
computer-based management tools.
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2.2 Understanding

The second stage is understanding. Having observed data and prior knowledge about
the user, the server reasons what the user really wants or needs. In this stage, the data
about the user are transformed to information about the user. For example, the responsive
secretary reasons that the boss needs information showing the trend of recent sales after
reviewing the incoming letters and remembering the boss preferred information about the
matter in the letters. In computer systems, it means to reason the goal of the user from
the input of the user to the system and the context and then to reason the needs of the
user from the goal of the user and the characteristics of the user. Here all reasoning
occurs in terms of the user.

2.3 Interpreting

The third stage is interpreting. The server reasons what it can do to satisfy the user's
needs, that is, the result of understanding. In this stage, a decision on what and how to
respond is made based on information about the user. For example, the responsive
secretary decides to obtain a specific line chart showing the trend of recent sales. In
computer systems, this stage is the design of appropriate responses to the user’'s needs.
Here all reasoning occurs in terms of the system. '

2.4 Implementing

The fourth stage is implementing. The server provides the result of interpreting, that is,
a specific response. The responsive secretary prepares a line chart and attaches it to the
letters. This stage implies capabilities of the server actually doing something, such as
functionality and user interface capability. From the management perspective, if I say the
first three stages correspond to information gathering and decision making, then this last
stage corresponds to taking action. Without action, the decision is meaningless[6].

3. MSLTRAIN: A Prototype Responsive System

I implemented the responsiveness process into a decision support system called
MSLTRAIN. MSLTRAIN was developed to help managers schedule their training needs on
computer packages. I used the Texas Instruments Explorer Al workstation with LISP. I
added a responsive layer onto the original application program of MSLTRAIN. The
responsive layer essentially overlays the application program and upgrades the system's
responsiveness in both decision support and interaction support. The major feature of
MSLTRAIN with the responsive layer is to provide information the user may need in the
format (table or graph) and in the scope (whole or part) the user may prefer even without
the user’s request.

3.1 Overall Working Mechanism

MSLTRAIN works within two processes: the application process and the responsive
layer process. The responsive layer process works as a layer on the application process.
The responsive layer process continuously observes the application process and designs or
modifies system parameters. If the user inputs something to the system, the application
process accepts the input, which invokes the responsive layer process. Then the responsive
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layer process analyzes the input, reasons the user’s goal, designs an appropriate response,
and shows the response or sets the values of some system parameters the application
process needs.

The connection between the two processes is realized using reporters and executors.
The reporter resides in the application process as a demon and reports to the responsive
layer process what happens in the application process such as the user’s input, end of
processing of some function in the application process, etc. The reporter has knowledge of
what and when to report. The executor also resides in the application process as a demon
and executes what the responsive layer process orders. Through the executor, the
responsive layer process can change responses generated by the application process.

3.2 Architecture of the Responsive Layer

I applied the blackboard érchitecture to the design of the responsive layer. Several
researchers support the blackboard architecture for modeling the user and designing
responses to the user[l, 2, 5, 16, 25]. The blackboard architecture has been used in several
areas such as speech recognition[7], errand planning[11], cooperative distributed systems
[14], cockpit information management[3], self-improving instructional planner(15], etc. The
blackboard architecture is a problem-solving framework based on the distributed problem-
solving paradigm, which means the cooperative solution of problems by a collection of
problem-solving experts when one expert doesn’t have enough knowledge to solve the
problem. The blackboard architecture usually consists of three major components:
knowledge sources, blackboard data structure, and a control mechanism[18, 19].

3.2.1 Blackboard

A blackboard is a structured, globally accessible database containing intermediate or
partial results of problem solving needed by and produced by knowledge sources. Typically,
the blackboard is partitioned for representing hypotheses at different levels of abstraction
and mediates the cooperative activities of multiple knowledge sources. Knowledge sources
interact with each other only through the blackboard.

MSLTRAIN maintains a blackboard consisting of seven hierarchical levels: input,
history, semantics, goal, user characteristics, needs, and design. The levels hold
intermediate solution results of the responsiveness process as messages.

Input

This level keeps the primitive form of the user’s input. Messages in this level contain
the following information: type of input (command or continue), time when the user made
the input, content of input, input device (keyboard or mouse), input window (menus,
decision windows), input reference (the name of the item selected, number of step, etc.).

History

This level keeps the history of the interaction with the user. Messages in this level
contain the following information: the name of a variable and its value. For example, total
number of commands, steps the user went through, total use, total number of errors, total
number of inputs made with the mouse, ratio of mouse use, error ratio, etc.
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Semantics _

This level keeps what the input means in terms of the application. Messages in this
level contain the following information: type of action, object of the action, and reference of
the action. '

Goal

This level keeps the goal of the user. Messages in this level contain the following
information: type of goal(decision or information access), focus of the goal (selection of
items in the menu, decision on a specific package, or decision in general), and content of
the goal(schedule, change schedule because of the 'o'rganizational proficiency, or change
schedule because of person-days in some month).

User Characteristics

This level keeps the characteristics of the user. Messages in this level contain the
following information: the name of a variable and its value. For example, portrayal format
preference, information scope preference, input device preference, decision pattern, etc.

Needs .

This level keeps the user’'s needs. Messages in this level contain the following
information: type of needs(information, cursor move, etc), required type of action, and
specification of the needs.

Design

This level keeps the design of responses. Messages in this level contain the following
information: type of design and values of elements of the design. Usually, at first, the
elements don't have any values. Knowledge sources fill the message until all elements get
values.

3.2.2 Knowledge Sources
Knowledge sources(KS’s) are problem-solving experts working together to solve a
problem. Each KS has necessary but not sufficient problem-solving knowledge. However,
by working together, KS's exercise full knowledge of problem solving. The objective of
each knowledge source is to contribute information that will lead to a solution to the
problem (Nii, 1986). KS’s are kept separate and independent. They communicate through a
blackboard by posting and reading messages on it,
KS's are the key to the responsiveness process. They have the knowledge of observing,
understanding, interpreting and implementing.
In MSLTRAIN, knowledge sources can take the following actions to the blackboard:
s POST-MSG © post a message on a level in the blackboard,
e UPDATE-MSG : update a message already posted on a level in the blackboard, and
e FILL-MSG @ fill in an attribute value to a blank message on a level in the
blackboard.
Each KS corresponds to a stage in the responsiveness process: observe, understand,
interpret and implement. Observing knowledge sources are triggered by the reporter’s
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report or events generated by the change in the "INPUT” level in the blackboard. These
KS’s post their messages to the "SEMANTICS” level or update messages in the
"HISTORY” level in the blackboard. Understanding knowledge sources are triggered by
events generated by the change in the "SEMANTICS,” "HISTORY,” or "GOAL” level in
the blackboard. These KS's post their messages to the "GOAL,” the "USER-CHAR,” or
"NEEDS" level in the blackboard. Interpreting knowledge sources are triggered by events
generated by a change in the "NEEDS” or "DESIGN” level in the blackboard. These KS's
post their messages to the "DESIGN” level or fill the messages in the "DESIGN’ level in
the blackboard. Implementing knowledge sources are triggered by events generated by the
change in the "DESIGN” level in the blackboard. These KS's display information to the
user or set the values of system parameters.

3.2.3 Control Mechanism .

The control mechanism specifies a general problem-solving behavior. In the blackboard
architecture, there is a set of control modules that monitors the changes on the blackboard
and decides what actions to take next[19]. The control modules are responsible for
determining which knowledge source should act at each point in the problem-solving
process. The modules use various kinds of information globally available. Several kinds of
control mechanisms exist in the blackboard architecture[7, 11].

In the responsive layer process, a scheduler controls the blackboard actions: triggering,
choosing, and executing knowledge sources. The scheduler maintains the following
information:

e Goal : the goal to accomplish, given according to the report from the application

process;

e Events : a list of events generated by a change in the blackboard;

e Triggered KSAR’s ' a list of knowledge source activation records (KSAR) that
were triggered but didn't satisfy the precondition;
Invokable KSAR's : a list of knowledge source activation records that were
triggered and satisfied the precondition ;
Control Strategy : a strategy to choose among the invokable KSAR's.

The scheduler goes through the following steps iteratively.

1. Check whether the goal is satisfied. If so, stop. Otherwise, go to the next step.

2. Update the set of KSAR's. Inspect all knowledge sources to determine if they can
be triggered by the event created. Add the knowledge sources triggered to the
triggered-KSAR list.

3. Inspect all KSAR's in the triggered~KSAR list to determine if their precondition can

- be satisfied with the current solution state. If so, add them to the invokable-KSAR
list and delete them from the triggered-KSAR list. If the invokable-KSAR list is
empty, stop. Otherwise, go to the next step.

4. Select one KSAR from the invokable-KSAR list with the control strategy. The
strategy is to choose one KSAR whose To-Level is the lowest level in the
blackboard among the invokable KSAR's.

5. Execute the selected KSAR. Delete the KSAR from the invokable-KSAR list. Go to
Step 1.
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If the scheduler finishes the steps, the responsive layer process stops and waits until
there is new report from the application process.

4. Conclusion

This paper presented the conceptual background of responsiveness in computer systems
and a prototype responsive system implementing the concept. This paper provides a way
for a computer system to respond to needs varying among different users(individual
difference) and evolving over time(evolution of the user). I expect responsive systems to
provide more effective support to users and result in higher user satisfaction, higher user
performance, and ultimately, higher success rates and more sharing of computer systems.
To a limited degree, a laboratory experiment supports that responsiveness in a computer
system improves user performance and user satisfaction[13].
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