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Abstract        

Though lots of approaches to develop mobile apps are suggested up to now, developers have difficulties 

selecting a right one. This study compares native and cross-platform application development approaches, 

particularly focusing on the shift in preference from Java to Kotlin and the increasing use of Flutter. This research 

offers practical insights into factors influencing developers’ choice of programming languages and frameworks in 

mobile application development by creating identical applications using Java, Kotlin, and Dart (Flutter). 

Furthermore, this study explores the best practices for development by examining the quality of code in 45 open-

source GitHub repositories. The study evaluates LOC and code smells using semi-automated SonarQube 

assessments to determine the effects of selecting a specific language or framework on code maintainability and 

development efficiency. Preliminary findings show differences in the quality of the code produced by the two 

approaches, offering developers useful information on how to best optimize language and framework selection to 

reduce code smells and improve project maintainability. 

 

1. Introduction 

In the field of mobile application development, the choice 

of programming language and development framework 

significantly impacts the efficiency, maintainability, and 

performance of applications. While Java has traditionally been 

dominant in Android development, there has been a notable 

shift towards Kotlin due to its concise syntax, safety features, 

and interoperability with Java [1]. This transition to Kotlin is 

significant as it enhances the development process and 

contributes to the overall quality of Android applications. The 

emergence of cross-platform frameworks such as Flutter, 

which allows for a single codebase across both Android and 

iOS, further revolutionizes development practices, although 

the adoption of such technologies must account for their 

impacts on code quality and maintainability, emphasizing the 

need for empirical studies to assess these effects [1]. 

How do Java, Kotlin, and Dart compare in development 

experience and code quality for the same application, 

particularly regarding code maintainability and development 

efficiency? This includes code smells and lines of code (LOC). 

The aim is to uncover differences and establish best practices 

for future strategies. The industry trend towards frameworks 

like Flutter, which streamline development and minimize 

separate codebases, responds to the needs of various users and 

promotes broader societal benefits through innovative 

approaches. However, the choice of language or framework 

often hinges on more than developer preference or speed, with 

vital factors like code quality and maintainability needing more 

empirical study [2][3]. 

This study aims to evaluate the development experience 

and code quality of creating a Kanban board application using 

Kotlin, Dart (Flutter), and Java, alongside assessing the 

prevalence of code smells in these frameworks across a broad 

sample of open-source projects. By analyzing the practical 

benefits and drawbacks of each development approach, the 

research seeks to understand the shift within the developer 

community from Java to Kotlin and the growing interest in 

Flutter for cross-platform development. Structured into six 

sections, the paper will discuss related research, describe the 

ASK 2024 학술발표대회 논문집 (31권 1호)

- 53 -



  

  

development and code quality evaluation processes using 

SonarQube, present the findings from data collection on code 

severity metrics, include a discussion section on the integration 

of community-developed tools and potential biases in code 

evaluation, and conclude with the implications of these results 

for future development practices. 

2. Literature Review 

The transition from Java to Kotlin in Android development 

is motivated by Kotlin's advanced features like null safety, 

extension functions, and concise syntax, which collectively 

enhance code readability and maintainability. Kotlin's 

interoperability with Java and official support by Google 

further drive its adoption, despite challenges related to the 

learning curve and migration efforts [6]. On the other hand, 

Flutter's emergence as a cross-platform framework offers the 

advantage of natively compiled applications from a single 

codebase across various platforms, supported by its widget-

based architecture and the Dart programming language [7]. 

However, concerns persist regarding Flutter's performance 

compared to native applications and the maturity of its 

ecosystem. 

The integration of tools like SonarQube in mobile app 

development underscores the importance of addressing 

technical debt and code smells [8]. Innovations like ecoCode 

represent the growing focus on energy-efficient coding, 

aligning with the broader trend of sustainable software 

development. Comparative studies on development 

methodologies reveal the challenges and benefits of 

transitioning between frameworks, providing valuable insights 

for developers [9]. Evaluating open-source projects yields 

insights into different development methodologies, helping to 

identify patterns, best practices, and common pitfalls across 

various languages and frameworks. However, there remains a 

research gap in combining practical development experiences 

with in-depth analysis of open-source projects to explore how 

methodologies influence code quality metrics such as code 

smells and their severity [10]. 

3. Methodology 

3.1 Analysis Steps 

In the methodology section of the paper, the analysis was 

conducted in three key steps:  

Step 1. Project Implementation Across Frameworks: 

Development of an identical application using Kotlin, Flutter, 

and Java, focusing on comparing efficiencies and experiences 

across different app development strategies. 

Step 2. Code Inspection: Utilization of SonarQube for code 

quality analysis, including the setup with Docker and a 

community-developed Dart plugin to facilitate comprehensive 

framework analysis. 

Step 3. Severity Analysis and Assessment: Evaluation of 

issues identified during code inspection, categorized into 

severity levels—Blocker, Critical, Major, Minor, and Info—to 

help prioritize fixes based on their potential impact. 

3.2 Project Implementation Across Frameworks 

This section discusses the construction of a Kanban board 

app using Kotlin, Dart, and Java, aiming to compare the 

development experiences and efficiencies of cross-platform 

and native app development. The app features Kanban Board 

Visualization, Task Management, and Firebase Integration 

[12], highlighting implementation challenges such as third-

party service integration and real-time data synchronization. 

The project started with a simple UI designed in Figma, 

initially developed with Flutter in Android Studio using 

BLOC for state management [14]. This phase lasted 15-20 

hours, facilitated by Firebase's compatibility with Google 

technologies. 

Kotlin followed, applying the MVVM pattern [15] for a 

modular design, taking 20-24 hours due to less familiarity. 

Java, using Kotlin's XML and Android Studio's tools, required 

3-4 hours but needed significantly more code: 21 LOC in Dart, 

17 in Kotlin, and 84 in Java [16]. 

App size comparisons showed Java and Kotlin apps at 

11.5MB, while Flutter's app was larger at 21.2MB. 

Performance and UI tests across mobile phones revealed 

minimal differences. This exploration serves as a practical 

comparison of development methodologies, platform-specific 

challenges, and strategic decision-making in mobile app 

development. 

3.3 Code Inspection 

SonarQube, an open-source tool by SonarSource, assesses 

code quality in 29 languages, identifying bugs and code smells 

[17]. In our Kanban project, we used SonarQube to categorize 

code smells by severity—Blocker, Critical, Major, Minor, and 

Info. Blocker issues are the most severe, potentially causing 

critical failures and require immediate attention. Critical 

issues, less severe, still need quick resolution, while Major and 

Minor issues impact code quality to a lesser extent but should 

be addressed. Info issues provide insights but don't demand 

urgent action. This severity ranking aids in prioritizing fixes. 

Metrics tracked included total code smells and lines of code 

(LOC). For Flutter compatibility, we installed Docker [18] and 

ran SonarQube in a Docker container with a Dart plugin for 

analysis [19]. 

3.4 Severity Analysis and Assessment. 

<Table 1> SonarQube Report for Kanban Board app 
 Java Kotlin Flutter 

Blocker 0 0 0 

Critical 16 7 0 

Major 11 3 4 

Minor 35 14 18 

Info 0 0 0 

Total 62 24 22 

 

Customizing the analysis process for Flutter projects 

involved some adjustments. Initially, we manually registered 

each project in SonarQube, generating a unique token. 
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Subsequently, we set up our Java, Kotlin, and Flutter projects 

to compile reports for SonarQube submission. Kotlin and Dart 

showed similar LOC—1,467 and 1,515—contrasting with 

Java's higher 1,748 LOC. As detailed in Table 1, Both Kotlin 

and Dart had comparable Code Smell counts, 24 and 22, with 

Dart notably free of Critical issues, mainly presenting Minor 

and Major concerns affecting the project minimally. Java 

stood out with the most Code Smells—16 Critical, 22 Major, 

and 35 Minor—indicating significant concerns. This 

comparison necessitates careful interpretation, acknowledging 

the influence of developer familiarity with Dart. To ensure 

data accuracy, we automated SonarQube analyses for 15 

projects per framework, aiming for a balanced and unbiased 

evaluation. 

4. Results of Comparative Analysis 

The comparative study of the Kanban board app in Kotlin, 

Dart, and Java, coupled with SonarQube's automated analysis 

of 45 open-source projects, provided valuable insights into 

code quality, maintainability, and developer productivity. This 

section discusses the outcomes of the app development and the 

SonarQube assessments. 

Kotlin and Dart emerge as notably efficient in their coding 

practices, with Kotlin achieving 1,467 LOC and Dart slightly 

higher at 1,515 LOC, both outperforming Java's 1,748 LOC. 

This efficiency reflects not only in reduced complexity but 

also in enhanced maintainability. The evaluation of code 

smells further distinguishes these frameworks, with Kotlin and 

Dart showing a close count of 24 and 22 code smells 

respectively, indicating a comparable level of code quality. 

Notably, Dart's codebase stands out for having zero critical 

issues, underscoring its robustness in security and stability. In 

contrast, Java's codebase demonstrates a broader array of code 

smells with 16 critical, 22 major, and 35 minor issues as 

depicted in Table 1, suggesting a pressing need for stringent 

quality controls. This concise overview encapsulates the 

comparative strengths and weaknesses of each framework, 

highlighting Dart's exceptional performance in mitigating 

critical issues, and underlines the importance of rigorous code 

quality management across all platforms.  

(Figure 1) Severity Levels by Lines of Code (LOC) in Java, Flutter, 

and Kotlin Projects 

(Figure 2) Normalized Comparison of Severity Levels in Java, 

Flutter, and Kotlin Projects 

  Java Projects had a higher total Lines of Code (LOC) at 

52,901, with 3,590 code smells. A significant portion of these 

were Minor code smells (65%), as depicted in Figure 1 and 

Figure 2. Critical (9.5%) and Major (23.3%) issues suggest 

potential areas for improvement in application stability and 

security. 

Kotlin Projects displayed a slightly lower total LOC at 

48,865, with 647 code smells. This distribution includes a 

higher percentage of Critical issues (18.9%), as shown in 

Figure 1 and Figure 2. This indicates that while Kotlin code 

bases are generally efficient, there are important areas that 

require attention to mitigate potential vulnerabilities. 

Flutter Projects exhibited a significantly larger total LOC at 

174,044, with 1,303 code smells. They maintained a favorable 

distribution of code smells: Minor (58.8%), Major (34.8%), 

Critical (6.1%), and Info (0.2%). This distribution underscores 

Flutter's capability to manage larger codebases with a 

relatively low incidence of critical issues, emphasizing its 

suitability for complex application development. 

5. Discussion 

 This study incorporated a community-developed 

SonarQube plugin for Flutter, which was not originally 

included in the SonarQube suite. This highlights the flexibility 

of SonarQube to adapt to new frameworks through community 

contributions, expanding its utility beyond officially 

supported languages and tools. 

Future research should consider incorporating a broader 

array of GitHub projects to enhance the reliability of the 

metrics obtained. This expansion could reveal nuanced 

insights into code quality and maintenance practices across a 

wider spectrum of development scenarios, potentially 

identifying trends and exceptions that are not apparent from a 

limited dataset. 

The current study's limitations include potential biases due 

to the developers' varying familiarity with the programming 

languages used and differences in platform capabilities that 

might affect app performance and maintainability. Addressing 

these issues, future research should explore additional metrics 

such as runtime efficiency and user experience, and potentially 
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employ machine learning techniques to predict code quality 

issues. This proactive approach could help developers 

maintain higher standards of code quality and app 

performance. 

6. Concluding Remarks   

Our research explores the landscape of mobile application 

development, focusing on the transition from Java to Kotlin 

and the adoption of Flutter cross-platform development. The 

study involved developing a Kanban board application in Java, 

Kotlin, and Dart (Flutter), and evaluating code quality across 

various open-source GitHub projects to understand developers’ 

preferences for programming languages and frameworks.  

The finding underscores Kotlin and Dart as efficient 

alternatives to Java in terms of LOC and maintainability, with 

Dart demonstrating a notable absence of critical code quality 

issues. This reflects the advancements these newer 

technologies offer over traditional Java, highlighting their 

potential to enhance development practices by offering cleaner, 

more maintainable code with fewer critical vulnerabilities.  

However, it is imperative to approach these results with an 

understanding of the nuanced nature of software development. 

The choice between cross-platform and native development 

approaches is influenced by various factors, including but not 

limited to application requirements, developer skill sets, and 

project timelines. While Kotlin and Flutter present compelling 

advantages, Java continues to be a viable option for certain 

development contexts due to its established ecosystem and 

broad developer community. 

The research advocates for a balanced approach to 

framework selection, considering not only the immediate 

productivity gains but also long-term maintainability and 

security implications. The emphasis on continuous quality 

assurance, irrespective of the chosen framework, emerges as a 

pivotal factor in the success of mobile application projects. 

Future explorations should aim to broaden the scope of 

analysis, incorporating additional metrics and larger datasets 

to validate and extend these findings, thereby enriching the 

decision-making process for mobile application development 

further. 
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