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Abstract: This paper presents a multi-tier GIS ar-
chitecture to adapt to large-scale distributed networks
and to improve data transfer performance with intelli-
gent caching technique. We design this system using
UML based on object-oriented analysis. We show some
advantages in our proposed system against the ordinary
GIS, in special, suitability to distributed networks.

1 Introduction

As Geographical Information Systems (GIS) have been
growing in popularity, the needs for sharing spatial data
in a distributed network computing has become neces-
sary recently [1].

On the other hand, weakness of traditional GISs has
also been highlighted: Most GIS softwares are not good
at sharing spatial data in the distributed network since
ordinary softwares treat the data as a collection of flat
files whose size is relatively large to be transferred.
Besides, because such a file is arranged based on (2-
dimensional) mesh it is difficult to rearrange dynami-
cally contents of a file according to the user’s request.
Therefore, the file-based transfer is not flexible.

Our approach to this problem includes the followings:
(1) Defining the smallest transfer unit called “feature”
which includes the information of the earth point in the
real world. (2) Designing 3 parts of layer: the presen-
tation, function and data layer, which is suitable for
the distributed network environment. (3) Developing a
traffic reduction technique among layers.

Instead of transferring flat files, utilizing feature ob-
ject format allow us to treat spatial data flexibility. In
a prototype of this system, each layer employs the same
cache function, which is specialized and optimized for
geospatial data.

We design this system using UML (Unified Modeling
Language) [3] by object-oriented analysis. The UML
is the industry-standard language for specifying, visu-
alizing, constructing, and documenting the artifacts of
software systems which was led by Rational Software’s
researcher.

Let us now explain our system characteristics.
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Figure 1: Feature Class

2 Feature Model

By referring to the object design of Open Geodata
Model (OGM) proposed by Open GIS Consortium [2],
we define the feature object, which is the fundamental
unit presenting geospatial information. It is composed
of the coordinate geometry object and some properties.
A feature may be defined recursively, this means that it
can be a composite of other features. Figure 1 illustrates
simply the feature architecture.

A geometry expresses the geospatial information and
is represented by a set of Point, Curve, Surface objects.
A Surface is composed of some curve objects and a curve
is constructed by some point objects. Namely, a point
object is the fundamental one of the coordinate geome-
try. Figure 2 illustrates the geometry class and 3 depicts
the coordinate geometry class.

A property is a set of item objects which are composed
of a pair of key and value. In most cases, the key and
value are expressed by character string.

In addition, a feature has the ability to move among
layers through network transparently. This concept pro-
vides us with more flexibility for transfer control of both
queries and size. Moreover, the feature is designed as an
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Figure 2: Geometry Class

immutable object in order to process a lot of requests
from connected upper layers. An immutable object is
the object that has no method to change its attribute,
that is, the only chance to set geometry and property
data of the feature is the time to initiate it.

This characteristic seems to be inconvenient, but it
allows us to neglect complicated mechanism for the ob-
ject synchronization when the multiple requests to mod-
ify attributes of an object are taken place in distributed
network environment. Instead of providing methods to
modify feature attribute, we introduce the modifiable
feature object, which can be constructed by the corre-
sponding user’s request.

3 Multi Layer Architecture

Our GIS adopts the multi layer architecture in the base
system. Figure 4 illustrates the component of this sys-
tem.

We provide a simple geospatial data viewer as a pre-
sentation layer’s application. The Feature Transfer Ser-
vice component enables to connect recursively another
Feature Transfer Service. And it has its own DBMan-
ager component. Figure 5 depicts the deployment of
this system.

Each layer’s role is as follows:

Presentation Layer The presentation layer has a role
of communicating with users, that is, displaying
geospatial objects and waiting user’s requests.

Function Layer The function layer, playing roles of
various geospatial processing as the middle layer of
the system, is constructed by connecting recursively
several function sub-layers. Each function layer has
the pointer to the following lower layer and its own
database system. Figure 6 illustrates the function
layer class.

Data Layer The database system generally works as a
cache manager, but when no following layer exists,
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Figure 3: Coordinate Geometry Class
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Figure 4: Component of the system

this function layer functions as the data layer in
this system. This cache manager stores the feature
object in the cache space to reduce the network
traffic. Figure 7 depicts the data layer class.

The Feature Transfer Service component refers to the
lower layer of another Feature Transfer Service compo-
nent. And, each one has the DBManager component.
Especially, the DBManager component managed by the
Presentation layer and the Function layer works as the
cache system of the feature objects. The layer with no
connection to lower layer of the Feature Transfer Service
component is defined as the Data layer.

When the Feature Transfer Service received the re-
quest message from the user, it querys its own DBMan-
ager to get the requested feature objects. In case of
finding no objects, the request message is sent to the
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Figure 5: Deployment of the system
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Figure 6: The function layer class
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Figure 7: The data layer class
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Figure 8: Collaboration of reading feature

lower Feature Transfer Service until the requested fea-
ture is found.

4 Update Services

We equip the feature update service in this system.
When someone (authorized to modify certain fea-
tures) changes some attributes of the feature and pub-
lishes update transaction to this system, the updated
event, of the feature spreads over multi-tier network sys-
tems, and transfer to all presentation layer certainly.
The presentation layer that receives the updated event
can repaint the geospatial data viewer to maintain the
latest information. To realize the above procedure, each
layer has to be ready to receive the update event from
another layer via the network using special utility that
provides server function to the remote machine.
However, from the security point of view, such a
server-side function may be undesirable. Therefore, a
polling type method is also provided. This polling func-
tion accesses the lower layer regularly to check the exis-
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Figure 10: Polling type sequence

tence of the updated feature.

The polling type refreshes its own cached feature ob-
jects regularly, but it cannot get the new feature object
which is not contained in the cache. Nevertheless, the
update event type can receive any feature objects imme-
diately, but there is a possibility of missing the update
event when a layer is down for some reason or other. By
employing the two methods concurrently for updating,
the reliability is increased.

5 Conclusion

In this paper, we have proposed a network centric
GIS architecture with the object-oriented technology to
share effectively the spatial data in distributed networks.

The proposed system is implemented with Java lan-
guage. Each layer interface is available by the tech-
nology of Java RMI (Remote Method Invocation)[4] in-
cluded in the Java Development Kit (JDK). In Java
RMI, a network transparent object is easily defined by
adding a few steps into the original object definition.
The database including the function layer can store fea-
ture objects as persistent objects with the simple hash
table structure. This approach makes development cost
decreased.

We showed some advantages in our proposed system

against the ordinary GIS, in special, suitability to dis-
tributed networks. The UML diagram helps us to un-
derstand class structure and message sequence clearly.
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